**ICPC REFERENCE NOTEBOOK**

**Griffith Did Nothing Wrong**

**[University of Petroleum and Energy Studies, Dehradun]**

**MACROS**

**#ifdef** DEBUG

**#define** trace3(x,y,z) cerr<<\_\_FUNCTION\_\_<<":"<<\_\_LINE\_\_<<": "#x" = "<<x<<" | "#y" = "<<y<<" | "#z" = "<<z<<endl;

**#else** **#define** trace3(x,y,z) **#endif**

//Use emplace\_back instead of push\_back

**FUNCTIONS**

**FastRead**

**inline** **long** **long** **int** **frl**(){

**register** **long** **long** **int** c=**getchar**();

**long** **long** **int** x=0LL, neg=0LL; //Bool neg is better?

**for**(; ((c<48LL || c>57LL) && c != '-' && c!=EOF); c = **getchar**());

**if**(c==EOF) **return** EOF;

**if**(c=='-') {

neg = 1LL;

c = **getchar**();

}

**for**(; c>47LL && c<58LL ; c = **getchar**()) {

x = (x<<1LL) + (x<<3LL) + c - 48LL;

}

**if**(neg) x = -x;

**return** x; }

**GCD/LCM**

ll **gcd**(ll a,ll b){

**return** b==0?a:gcd(b,a%b);}

ll **lcm**(ll a,ll b){

**return** (a/gcd(a,b))\*b;}

**long** **long** C(**int** n, **int** r)

{

**if**(r>n) **return** 0;

**if**(r > n / 2) r = n - r; // because C(n, r) == C(n, n - r)

**long** **long** ans = 1;

**int** i;

**for**(i = 1; i <= r; i++) {

ans \*= n - r + i;

ans /= i;

}**return** ans;}

**Tobinary**

**int** tobinary(bitset<8>x)

{

string mystring=x.to\_string<**char**,std::string::traits\_type,std::string::allocator\_type>(); **return** atoi(mystring.c\_str());

}

**Minimum Excludant (MEX)**

**int** calculateMex(unordered\_set<**int**> Set)

{

**int** Mex = 0;

**while** (Set.find(Mex) != Set.end()) Mex++;

**return** (Mex);

}

**Modulo Arithmetic**

/\* Iterative Function to calculate (x^n)%p in O(logy) \*/

**int fast\_pow** (**int** x, **unsigned** **int** y, **int** p)

{ **int** res = 1;

x = x % p;

**while** (y > 0) {

**if** (y & 1)

res = (res\*x) % p;

y = y>>1;

x = (x\*x) % p;

} **return** res;}

**int** **findMMI\_fermat**(**int** n,**int** M)

{ **return** fast\_pow(n, M-2, M); }

**O(n log n) algorithm for The Longest Increasing Subseq**

// Binary search (note boundaries in the caller)

**int** CeilIndex(std::vector<**int**> &v, **int** l, **int** r, **int** key) {

**while** (r-l > 1) {

**int** m = l + (r-l)/2;

**if** (v[m] >= key) r = m;

**else** l = m;

} **return** r; }

**int** LongestIncreasingSubsequenceLength(std::vector<**int**> &v) {

**if** (v.size() == 0)

**return** 0;

std::vector<**int**> tail(v.size(), 0);

**int** length = 1; // always points empty slot in tail

tail[0] = v[0];

**for** (size\_t i = 1; i < v.size(); i++) {

**if** (v[i] < tail[0]) tail[0] = v[i];

**else** **if** (v[i] > tail[length-1]) tail[length++] = v[i];

**else** tail[CeilIndex(tail, -1, length-1, v[i])] = v[i];

}**return** length; }

**Manacher’s Algo O(2n)**

/// For example, S = "abba", T = "^#a#b#b#a#$".

/string preProcess(string s) {

**int** n = s.length();

**if** (n == 0) **return** "^$";

string ret = "^";

**for** (**int** i = 0; i < n; i++)

ret += "#" + s.substr(i, 1);

ret += "#$";

**return** ret; }

string longestPalindrome(string s){

string T = preProcess(s);

**int** n = T.length();

**int** \*P = **new** **int**[n];

**int** C = 0, R = 0;

**for** (**int** i = 1; i < n-1; i++) {

**int** i\_mirror = 2\*C-i; // equals to i' = C - (i-C)

P[i] = (R > i) ? min(R-i, P[i\_mirror]) : 0;

// Attempt to expand palindrome centered at i

**while** (T[i + 1 + P[i]] == T[i - 1 - P[i]])

P[i]++;

**if** (i + P[i] > R) {

C = i;

R = i + P[i];

} }

**int** maxLen = 0; // Find the maximum element in P.

**int** centerIndex = 0;

**for** (**int** i = 1; i < n-1; i++) {

**if** (P[i] > maxLen) {

maxLen = P[i];

centerIndex = i;

}}

**delete**[] P;

**return** s.substr((centerIndex - 1 - maxLen)/2, maxLen); }

**KMP O(n)**

**#define** MAX\_N 100010

**char** T[MAX\_N], P[MAX\_N]; // T = text, P = pattern

**int** b[MAX\_N], n, m; // b = back table, n = length of T, m = length of P

**void** **kmpPreprocess**() { // call this before calling kmpSearch()

**int** i = 0, j = -1; b[0] = -1; // starting values

**while** (i < m) { // pre-process the pattern string P

**while** (j >= 0 && P[i] != P[j]) j = b[j]; // if different, reset j using b

i++; j++; // if same, advance both pointers

b[i] = j; // observe i = 8, 9, 10, 11, 12 with j = 0, 1, 2, 3, 4

} } // in the example of P = "SEVENTY SEVEN" above

**void** **kmpSearch**() { // this is similar as kmpPreprocess(), but on string T

**int** i = 0, j = 0; // starting values

**while** (i < n) { // search through string T

**while** (j >= 0 && T[i] != P[j]) j = b[j]; // if different, reset j using b

i++; j++; // if same, advance both pointers

**if** (j == m) { // a match found when j == m

printf("P is found at index %d in T\n", i - j);

j = b[j]; // prepare j for the next possible match

} } }

// Usage:

strcpy(T, "I DO NOT LIKE SEVENTY SEV BUT SEVENTY SEVENTY SEVEN");

strcpy(P, "SEVENTY SEVEN");

n = (**int**)strlen(T);

m = (**int**)strlen(P);

kmpPreprocess();

kmpSearch();

**Prime Sieve of Eratosthenes O(n) - Segmented**

//this algorithm calculates an array lp[], which allows us to find factorization of any number in the segment [2;n] in the time of the size order of this factorization. Moreover, using just one extra array will allow us to avoid divisions when looking for factorization.

**const** **int** N = 10000000;

**int** lp[N+1];

vector<**int**> pr;

**for** (**int** i=2; i<=N; ++i) {

**if** (lp[i] == 0) {

lp[i] = i;

pr.push\_back (i);

}

**for** (**int** j=0; j<(**int**)pr.size() && pr[j]<=lp[i] && i\*pr[j]<=N; ++j)

lp[i \* pr[j]] = pr[j];

}

**String Trie**

**#define** ARRAY\_SIZE(a) **sizeof**(a)/**sizeof**(a[0])

**#define** ALPHABET\_SIZE (26)

**#define** CHAR\_TO\_INDEX(c) ((**int**)c - (**int**)'a')

**struct** TrieNode{

**struct** TrieNode \*children[ALPHABET\_SIZE];

**bool** isLeaf;

};

// Returns new trie node (initialized to NULLs)

**struct** TrieNode \***getNode**(**void**){

**struct** TrieNode \*pNode = NULL;

pNode = (**struct** TrieNode \*)**malloc**(**sizeof**(**struct** TrieNode));

**if** (pNode)

{

**int** i;

pNode->isLeaf = **false**;

**for** (i = 0; i < ALPHABET\_SIZE; i++)

pNode->children[i] = NULL;

} **return** pNode; }

// If not present, inserts key into trie

// If the key is prefix of trie node, just marks leaf node

**void** **insert**(**struct** TrieNode \*root, **const** **char** \*key){

**int** level;

**int** length = strlen(key);

**int** index;

**struct** TrieNode \*pCrawl = root;

**for** (level = 0; level < length; level++)

{

index = CHAR\_TO\_INDEX(key[level]);

**if** (!pCrawl->children[index])

pCrawl->children[index] = getNode();

pCrawl = pCrawl->children[index];

}

// mark last node as leaf

pCrawl->isLeaf = **true**;

}

// Returns true if key presents in trie, else false

**bool** **search**(**struct** TrieNode \*root, **const** **char** \*key){

**int** level;

**int** length = strlen(key);

**int** index;

**struct** TrieNode \*pCrawl = root;

**for** (level = 0; level < length; level++){

index = CHAR\_TO\_INDEX(key[level]);

**if** (!pCrawl->children[index])

**return** **false**;

pCrawl = pCrawl->children[index];

}

**return** (pCrawl != NULL && pCrawl->isLeaf); }

// Usage:// Input keys (use only 'a' through 'z' and lower case)

**char** keys[][8] = {"the", "a", "there", "answer", "any","by", "bye", "their"};

**char** output[][32] = {"Not present in trie", "Present in trie"};

**struct** TrieNode \*root = getNode();

**int** i; // Construct trie

**for** (i = 0; i < ARRAY\_SIZE(keys); i++)

insert(root, keys[i]);

printf("%s --- %s\n", "these", output[search(root, "these")] );

**Suffix Array**

// Suffix array construction in O(L log2 L) time. Routine for

// computing the length of the longest common prefix of any two

// suffixes in O(log L) time.

// INPUT: string s

// OUTPUT: array suffix[] such that suffix[i] = index (from 0 to L-1)

// of substring s[i...L-1] in the list of sorted suffixes.

// That is, if we take the inverse of the permutation suffix[],

// we get the actual suffix array.

**struct** SuffixArray {

**const** **int** L;

string s;

vector<vector<**int**> > P;

vector<pair<pair<**int**,**int**>,**int**> > M;

**SuffixArray**(**const** string &s) : L(s.length()), s(s), P(1, vector<**int**>(L, 0)), M(L) {

**for** (**int** i = 0; i < L; i++) P[0][i] = **int**(s[i]);

**for** (**int** skip = 1, level = 1; skip < L; skip \*= 2, level++) {

P.push\_back(vector<**int**>(L, 0));

**for** (**int** i = 0; i < L; i++)

M[i] = make\_pair(make\_pair(P[level-1][i], i + skip < L ? P[level-1][i + skip] : -1000), i);

sort(M.begin(), M.end());

**for** (**int** i = 0; i < L; i++)

P[level][M[i].second] = (i > 0 && M[i].first == M[i-1].first) ? P[level][M[i-1].second] : i;

}}

vector<**int**> **GetSuffixArray**() { **return** P.back(); }

// returns the length of the longest common prefix of s[i...L-1] and s[j...L-1]

**int** **LongestCommonPrefix**(**int** i, **int** j) {

**int** len = 0;

**if** (i == j) **return** L - i;

**for** (**int** k = P.size() - 1; k >= 0 && i < L && j < L; k--) {

**if** (P[k][i] == P[k][j]) {

i += 1 << k;

j += 1 << k;

len += 1 << k;

}}

**return** len; } };

**int** **main**() {

**int** T; cin >> T;

**for** (**int** caseno = 0; caseno < T; caseno++) {

string s;

cin >> s;

SuffixArray array(s);

vector<**int**> v = array.GetSuffixArray();

**int** bestlen = -1, bestpos = -1, bestcount = 0;

**for** (**int** i = 0; i < s.length(); i++) {

**int** len = 0, count = 0;

**for** (**int** j = i+1; j < s.length(); j++) {

**int** l = array.LongestCommonPrefix(i, j);

**if** (l >= len) {

**if** (l > len) count = 2; **else** count++;

len = l;

}}

**if** (len > bestlen || len == bestlen && s.substr(bestpos, bestlen) > s.substr(i, len)) {

bestlen = len;

bestcount = count;

bestpos = i;

}}

**if** (bestlen == 0) cout << "No reps found!";

**else** {

cout << s.substr(bestpos, bestlen) << " " << bestcount ;

}}}

**Dijkstra’s Algo O(V2+E)**

#define INF 1000000000

**int** main() {

**int** V, E, s, u, v, w;

vector<vii> AdjList;

scanf("%d %d %d", &V, &E, &s);

AdjList.assign(V, vii());

**for** (**int** i = 0; i < E; i++) {

scanf("%d %d %d", &u, &v, &w);

AdjList[u].push\_back(ii(v, w)); }

// Dijkstra routine

vi dist(V, INF); dist[s] = 0; // INF = 1B to avoid overflow

priority\_queue< ii, vector<ii>, greater<ii> > pq; pq.push(ii(0, s));

**while** (!pq.empty()) { // main loop

ii front = pq.top(); pq.pop(); // greedy: pick shortest unvisited vertex

**int** d = front.first, u = front.second;

**if** (d > dist[u]) **continue**; // this check is important, see the explanation

**for** (**int** j = 0; j < (**int**)AdjList[u].size(); j++) {

ii v = AdjList[u][j]; // all outgoing edges from u

**if** (dist[u] + v.second < dist[v.first]) {

dist[v.first] = dist[u] + v.second; // relax operation

pq.push(ii(dist[v.first], v.first));

} } } // note: this variant can cause duplicate items in the priority queue

**for** (**int** i = 0; i < V; i++) // index + 1 for final answer

printf("SSSP(%d, %d) = %d\n", s, i, dist[i]);

**return** 0;}

**Prim & Kruskal MST O(ElogV)**

// UFDS written using both path compression and union by rank heuristics

**class** UnionFind { // OOP style

**private**:

vi p, rank, setSize;

**int** numSets;

**public**:

**UnionFind**(**int** N) {

setSize.assign(N, 1); numSets = N; rank.assign(N, 0);

p.assign(N, 0); **for** (**int** i = 0; i < N; i++) p[i] = i; }

**int** **findSet**(**int** i) { **return** (p[i] == i) ? i : (p[i] = findSet(p[i])); }

**bool** **isSameSet**(**int** i, **int** j) { **return** findSet(i) == findSet(j); }

**void** **unionSet**(**int** i, **int** j) {

**if** (!isSameSet(i, j)) { numSets--;

**int** x = findSet(i), y = findSet(j);

// rank is used to keep the tree short

**if** (rank[x] > rank[y]) { p[y] = x; setSize[x] += setSize[y]; }

**else** { p[x] = y; setSize[y] += setSize[x];

**if** (rank[x] == rank[y]) rank[y]++; } } }

**int** **numDisjointSets**() { **return** numSets; }

**int** **sizeOfSet**(**int** i) { **return** setSize[findSet(i)]; }

};

vector<vii> AdjList;

vi taken; // global boolean flag to avoid cycle

priority\_queue<ii> pq; // priority queue to help choose shorter edges

**void** **process**(**int** vtx) { // so, we use -ve sign to reverse the sort order

taken[vtx] = 1;

**for** (**int** j = 0; j < (**int**)AdjList[vtx].size(); j++) {

ii v = AdjList[vtx][j];

**if** (!taken[v.first]) pq.push(ii(-v.second, -v.first));

} } // sort by (inc) weight then by (inc) id

**int** **main**() {

**int** V, E, u, v, w;

scanf("%d %d", &V, &E);

// Kruskal's algorithm merged with Prim's algorithm

AdjList.assign(V, vii());

vector< pair<**int**, ii> > EdgeList; // (weight, two vertices) of the edge

**for** (**int** i = 0; i < E; i++) {

scanf("%d %d %d", &u, &v, &w); // read the triple: (u, v, w)

EdgeList.push\_back(make\_pair(w, ii(u, v))); // (w, u, v)

AdjList[u].push\_back(ii(v, w));

AdjList[v].push\_back(ii(u, w));

}

sort(EdgeList.begin(), EdgeList.end()); // sort by edge weight O(E log E)

**int** mst\_cost = 0;

UnionFind UF(V); // all V are disjoint sets initially

**for** (**int** i = 0; i < E; i++) { // for each edge, O(E)

pair<**int**, ii> front = EdgeList[i];

**if** (!UF.isSameSet(front.second.first, front.second.second)) { // check

mst\_cost += front.first; // add the weight of e to MST

UF.unionSet(front.second.first, front.second.second); // link them

} } // note: the runtime cost of UFDS is very light

// note: the number of disjoint sets must eventually be 1 for a valid MST

printf("MST cost = %d (Kruskal's)\n", mst\_cost);

// inside int main() --- assume the graph is stored in AdjList, pq is empty

taken.assign(V, 0); // no vertex is taken at the beginning

process(0); // take vertex 0 and process all edges incident to vertex 0

mst\_cost = 0;

**while** (!pq.empty()) { // repeat until V vertices (E=V-1 edges) are taken

ii front = pq.top(); pq.pop();

u = -front.second, w = -front.first; // negate the id and weight again

**if** (!taken[u]) // we have not connected this vertex yet

mst\_cost += w, process(u); // take u, process all edges incident to u

} // each edge is in pq only once!

printf("MST cost = %d (Prim's)\n", mst\_cost); }

**LCA Offline O(1) Tarjan**

**const** **int** MAXN = …; bool u[MAXN]; //MAXN max vertices

vector<**int**> g[MAXN], q[MAXN];

**int** dsu[MAXN], ancestor[MAXN];

**int** **dsu\_get** (**int** v)

{ **return** v == dsu[v] ? v : dsu[v] = dsu\_get (dsu[v]); }

**void** **dsu\_unite** (**int** a, **int** b, **int** new\_ancestor) {

a = dsu\_get (a), b = dsu\_get (b);

**if** (rand() & 1) swap (a, b);

dsu[a] = b, ancestor[b] = new\_ancestor; }

**void** **dfs** (**int** v) {

dsu[v] = v, ancestor[v] = v;

u[v] = **true**;

**for** (size\_t i=0; i<g[v].size(); ++i)

**if** (!u[g[v][i]]) {

dfs (g[v][i]);

dsu\_unite (v, g[v][i], v);

}

**for** (size\_t i=0; i<q[v].size(); ++i)

**if** (u[q[v][i]]) {

printf ("%d %d -> %d\n", v+1, q[v][i]+1,

ancestor[ dsu\_get(q[v][i]) ]+1); }

**int** **main**() { //... Input Graph ...

**for** (;;) { // Read queries

**int** a, b = ...; --a, --b;

q[a].push\_back (b); q[b].push\_back (a); }

dfs (0); }// Answer queries

**FFT O(nlogn)**

struct Complex {

**double** re, im;

explicit Complex(**double** re = 0, **double** im = 0) : re(re), im(im) {}

Complex operator+(**const** Complex& o) **const** { **return** Complex(re + o.re, im + o.im); }

Complex operator-(**const** Complex& o) **const** { **return** Complex(re - o.re, im - o.im); }

Complex operator\*(**const** Complex& o) **const** {

**return** Complex(re \* o.re - im \* o.im, re \* o.im + im \* o.re); }

Complex operator/(**const** **double** o) **const** { **return** Complex(re / o, im / o); }

};

ostream& operator<<(ostream& out, **const** Complex& s) {

**return** out << fixed << setprecision(2) << "(" << s.re << ", " << s.im ; }

using Base = Complex;

**const** **int** K = 18; **const** **int** N = 1 << K; **const** **double** PI = acos(-1);

**int** rev[N]; Base roots[N];

**void** **prep**() {

rev[0] = 0;

**for** (**int** i = 1; i < N; ++i)

rev[i] = (rev[i >> 1] >> 1) | ((i & 1) << (K - 1));

**for** (**int** i = 0; i < N; ++i) {

**double** angle = 2 \* PI \* i / N;

roots[i] = Base(cos(angle), sin(angle));

}}

Base a[N]; Base b[N];

**void** **fft**(Base\* a, const int k) {

**const** **int** n = 1 << k;

**for** (**int** i = 0; i < n; ++i) {

**int** j = rev[i] >> (K - k);

**if** (i > j) swap(a[i], a[j]);

}

**for** (**int** len = 2; len <= n; len <<= 1) {

**int** half = len / 2;

**int** nlen = N / len;

**for** (**int** i = 0; i < n; i += len) {

**for** (**int** j = 0; j < half; ++j) {

Base f = a[i + j];

Base s = a[i + j + half] \* roots[nlen \* j];

a[i + j] = f + s;

a[i + j + half] = f - s;

} } } }

**void** **mult**(**const** vector<**int**>& a, **const** vector<**int**>& b, vector<**int**>& res){

**int** sz = a.size() + b.size() - 1;

**int** k = 0;

**while** (sz > (1 << k)) ++k;

**const** **int** n = 1 << k;

**for** (**int** i = 0; i < n; ++i) {

::a[i].re = (i < **int**(a.size()) ? a[i] : 0);

::a[i].im = (i < **int**(b.size()) ? b[i] : 0);

}

fft(::a, k);

**for** (**int** i = 0; 2 \* i <= n; ++i) {

**int** j = n - i;

**if** (i == 0) j = 0;

Base x = ::a[i]; Base y = ::a[j]; Base f = (x + y) / 2;

x = x - f; y = y - f;

Base bi(f.im, -x.re); Base bj(f.im, -y.re);

::a[i] = Base(f.re, x.im) \* bi; ::a[j] = Base(f.re, y.im) \* bj;

}

fft(::a, k);

reverse(::a + 1, ::a + n);

res.resize(sz);

**for** (**int** i = 0; i < sz; ++i) { res[i] = ::a[i].re / n + 0.5; }

}

**void** **mult\_st**(**const** vector<**int**>& a, **const** vector<**int**>& b, vector<**int**>& res) {

**int** sz = a.size() + b.size() - 1;

res.assign(sz, 0);

**for** (**int** i = 0; i < **int**(a.size()); ++i) {

**for** (**int** j = 0; j < **int**(b.size()); ++j) { res[i + j] += a[i] \* b[j]; }

}}

**const** **int** C = 2;

**const** **int** P = 100;

**int** **to\_int**(**const** string& s, **int** pos, **int** len) {

**int** res = 0;

**for** (**int** i = pos + len - 1; i >= pos; --i)

res = res \* 10 + (s[i] - '0');

**return** res; }

**void** **to\_polinom**(string& s, vector<**int**>& res) {

**const** **int** n = s.size();

reverse(s.begin(), s.end());

res.resize((n + C - 1) / C);

**int** idx = 0;

**for** (**int** i = 0; i < n; i += C, idx++)

res[idx] = to\_int(s, i, min(C, n - i)); }

**void** **to\_string**(**int** x, string& s) {

**for** (**int** i = 0; i < C; ++i) {

s += **char**('0' + x % 10);

x /= 10; }}

**void** **to\_string**(**const** vector<**int**>& v, string& res) {

res.clear();

**int** carry = 0;

**for** (**int** x : v) {

**int** cur = x + carry;

to\_string(cur % P, res);

carry = cur / P;

}

**if** (carry) to\_string(carry, res);

**while** (res.size() > 1 && res.back() == '0')

res.pop\_back();

reverse(res.begin(), res.end());

}

**char** buf[N];

**int** main() {

prep(); **int** t; scanf("%d", &t);

vector<**int**> a, b, c; string an; string bn; string cn;

**for** (**int** i = 0; i < t; ++i) {

scanf("%s", buf); an = buf; to\_polinom(an, a);

scanf("%s", buf); bn = buf; to\_polinom(bn, b);

mult(a, b, c); to\_string(c, cn); printf("%s\n", cn.c\_str()); }}

**Dinics O(V2E)**

**const** **int** MAXN = ...;

**const** **int** INF = 1000000000;

struct edge { **int** a, b, cap, flow; };

**int** n, s, t, d[MAXN], ptr[MAXN], q[MAXN];

vector<edge> e;

vector<**int**> g[MAXN];

**void** **add\_edge** (**int** a, **int** b, **int** cap) {

edge e1 = { a, b, cap, 0 };

edge e2 = { b, a, 0, 0 };

g[a].push\_back ((**int**) e.size());

e.push\_back (e1);

g[b].push\_back ((**int**) e.size());

e.push\_back (e2);

}

**bool** **bfs**() {

**int** qh=0, qt=0;

q[qt++] = s;

memset (d, -1, n \* sizeof d[0]);

d[s] = 0;

**while** (qh < qt && d[t] == -1) {

**int** v = q[qh++];

**for** (size\_t i=0; i<g[v].size(); ++i) {

**int** id = g[v][i],

to = e[id].b;

**if** (d[to] == -1 && e[id].flow < e[id].cap) {

q[qt++] = to;

d[to] = d[v] + 1;

} } }

**return** d[t] != -1; }

**int** **dfs** (**int** v, **int** flow) {

**if** (!flow) **return** 0;

**if** (v == t) **return** flow;

**for** (; ptr[v]<(**int**)g[v].size(); ++ptr[v]) {

**int** id = g[v][ptr[v]],

to = e[id].b;

**if** (d[to] != d[v] + 1) **continue**;

**int** pushed = dfs (to, min (flow, e[id].cap - e[id].flow));

**if** (pushed) {

e[id].flow += pushed;

e[id^1].flow -= pushed;

**return** pushed;

} } **return** 0; }

**int** **dinic**() {

**int** flow = 0;

**for** (;;) {

**if** (!bfs()) **break**;

memset (ptr, 0, n \* sizeof ptr[0]);

**while** (**int** pushed = dfs (s, INF))

flow += pushed;

} **return** flow; }

**Topological Sort O(V+E)**

**int** n; vector<**int**> g[MAXN]; bool used[MAXN]; vector<**int**> ans;

**void** **dfs** (**int** v) {

used[v] = **true**;

**for** (size\_t i=0; i<g[v].size(); ++i) {

**int** to = g[v][i];

**if** (!used[to])

dfs (to);

}ans.push\_back (v); }

**void** **topological\_sort**() {

**for** (**int** i=0; i<n; ++i)

used[i] = **false**;

ans.clear();

**for** (**int** i=0; i<n; ++i)

**if** (!used[i])

dfs (i);

reverse (ans.begin(), ans.end()); }

**Bellman Ford O(VE)**

**#define** INF 1000000000

**int** main() {

**int** V, E, s, a, b, w;

vector<vii> AdjList;

scanf("%d %d %d", &V, &E, &s);

AdjList.assign(V, vii());

**for** (**int** i = 0; i < E; i++) {

scanf("%d %d %d", &a, &b, &w);

AdjList[a].push\_back(ii(b, w));

}

// Bellman Ford routine

vi dist(V, INF); dist[s] = 0;

**for** (**int** i = 0; i < V - 1; i++) // relax all E edges V-1 times, overall O(VE)

**for** (**int** u = 0; u < V; u++) // these two loops = O(E)

**for** (**int** j = 0; j < (**int**)AdjList[u].size(); j++) {

ii v = AdjList[u][j]; // we can record SP spanning here if needed

dist[v.first] = min(dist[v.first], dist[u] + v.second); // relax

}

bool hasNegativeCycle = **false**;

**for** (**int** u = 0; u < V; u++) // one more pass to check

**for** (**int** j = 0; j < (**int**)AdjList[u].size(); j++) {

ii v = AdjList[u][j];

**if** (dist[v.first] > dist[u] + v.second) // should be false

hasNegativeCycle = **true**; // but if true, then negative cycle exists!

}

printf("Negative Cycle Exist? %s\n", hasNegativeCycle ? "Yes" : "No");

**if** (!hasNegativeCycle)

**for** (**int** i = 0; i < V; i++)

printf("SSSP(%d, %d) = %d\n", s, i, dist[i]);

**return** 0; }

**Floyd Warshall O(V3)**

**void** floydWarshall ()

{

/\* d[][] will be the output matrix that will finally have the shortest

distances between every pair of vertices \*/

**for** ( **int** k = 0 ; k < n ; ++k )

**for** ( **int** i = 0 ; i < n ; ++i )

**for** ( **int** j = 0 ; j < n ; ++j )

**if** ( d [i][k] < INF && d [k][j] < INF )

d[i][j] = min ( d[i][j] , d[i][k] + d[k][j] ) ; }

**MCBM O(V2+VE)**

vector<vi> AdjList;

vi match, vis; // global variables

**int** **Aug**(**int** l) { // return 1 if an augmenting path is found

**if** (vis[l]) **return** 0; // return 0 otherwise

vis[l] = 1;

**for** (**int** j = 0; j < (**int**)AdjList[l].size(); j++) {

**int** r = AdjList[l][j];

**if** (match[r] == -1 || Aug(match[r])) {

match[r] = l; **return** 1; // found 1 matching

} }

**return** 0; } //no matching

bool **isprime**(**int** v) {

**int** primes[10] = {2,3,5,7,11,13,17,19,23,29};

**for** (**int** i = 0; i < 10; i++)

**if** (primes[i] == v)

**return** **true**;

**return** **false**; }

**int** **main**() {

// build bipartite graph with directed edge from left to right set

// For bipartite graph in Figure 4.44, V = 5, Vleft = 3 (vertex 0 unused)

// AdjList[0] = {} // dummy vertex, but you can choose to use this vertex

// AdjList[1] = {3, 4}

// AdjList[2] = {3}

// AdjList[3] = {} // we use directed edges from left to right set only

// AdjList[4] = {}

**int** V = 5, Vleft = 3; // we ignore vertex 0

AdjList.assign(V, vi());

AdjList[1].push\_back(3); AdjList[1].push\_back(4);

AdjList[2].push\_back(3);

**int** MCBM = 0;

match.assign(V, -1); // V is the number of vertices in bipartite graph

**for** (**int** l = 0; l < Vleft; l++) { // Vleft = size of the left set

vis.assign(Vleft, 0); // reset before each recursion

MCBM += Aug(l);

} printf("Found %d matchings\n", MCBM);

**return** 0; }

**Hopcroft Karp O(E√V)**

#define NIL 0

#define INF INT\_MAX

**class** **BipGraph**{

**int** m, n; // m & n are number of vertices on left and right sides of Bipartite Graph

// adj[u] stores adjacents of left side vertex 'u'. The value of u ranges from 1 to m. 0 is used for dummy vertex

list<**int**> \*adj;

**int** \*pairU, \*pairV, \*dist;

**public**:

BipGraph(**int** m, **int** n); // Constructor

**void** addEdge(**int** u, **int** v); // To add edge

bool bfs();// Returns true if there is an augmenting path

bool dfs(**int** u);// Adds augmenting path if there is one beginning with u

**int** hopcroftKarp();// Returns size of maximum matcing

};

**int** **BipGraph::hopcroftKarp**(){

pairU = **new** **int**[m+1];

pairV = **new** **int**[n+1];

dist = **new** **int**[m+1];

**for** (**int** u=0; u<m; u++) // Or mayb <=

pairU[u] = NIL;

**for** (**int** v=0; v<n; v++) // Or mayb <=

pairV[v] = NIL;

**int** result = 0;

**while** (bfs()){

**for** (**int** u=1; u<=m; u++)

**if** (pairU[u]==NIL && dfs(u))

result++;

}

**return** result; }

bool **BipGraph::bfs**(){

queue<**int**> Q;

**for** (**int** u=1; u<=m; u++){

**if** (pairU[u]==NIL)

{

dist[u] = 0;

Q.push(u);

}

**else** dist[u] = INF;

}

dist[NIL] = INF;

**while** (!Q.empty())

{

**int** u = Q.front();

Q.pop();

**if** (dist[u] < dist[NIL])

{

list<**int**>::iterator i;

**for** (i=adj[u].begin(); i!=adj[u].end(); ++i)

{

**int** v = \*i;

**if** (dist[pairV[v]] == INF){

dist[pairV[v]] = dist[u] + 1;

Q.push(pairV[v]);

} } } }

**return** (dist[NIL] != INF); }

bool **BipGraph::dfs**(**int** u){

**if** (u != NIL){

list<**int**>::iterator i;

**for** (i=adj[u].begin(); i!=adj[u].end(); ++i){

**int** v = \*i;

**if** (dist[pairV[v]] == dist[u]+1){

**if** (dfs(pairV[v]) == **true**){

pairV[v] = u;

pairU[u] = v;

**return** **true**;

} } }

dist[u] = INF;

**return** **false**;

}

**return** **true**; }

**BipGraph::BipGraph**(**int** m, **int** n){

**this**->m = m;

**this**->n = n;

adj = **new** list<**int**>[m+1];

}

**void** **BipGraph::addEdge**(**int** u, **int** v){

adj[u].push\_back(v);

adj[v].push\_back(u);

}

**int** main(){

BipGraph g(4, 4);

g.addEdge(1, 2); g.addEdge(1, 3); g.addEdge(2, 1); g.addEdge(3, 2); g.addEdge(4, 2); g.addEdge(4, 4);

cout << "Size of maximum matching is " << g.hopcroftKarp();

**return** 0; }

**Detecting Bridge & Cut-point O(V+E)**

**const** **int** MAXN = ...;

vector<**int**> g[MAXN]; bool used[MAXN];

**int** timer, tin[MAXN], fup[MAXN];

**void** **dfs** (**int** v, **int** p = -1) {

used[v] = **true**;

tin[v] = fup[v] = timer++;

**int** children=0;

**for** (size\_t i = 0; i < g[v].size(); ++i) {

**int** to = g[v][i];

**if** (to == p) **continue**;

**if** (used[to]) fup[v] = min (fup[v], tin[to]);

**else** {

dfs (to, v);

fup[v] = min (fup[v], fup[to]);

//if (fup[to] > tin[v]) Bridge dfs if()

// IS\_BRIDGE(v,to); //Check if bridge is not multiple-edge

**if** (fup[to] >= tin[v] && p!=-1) //CutPoint dfs if()

IS\_CUTPOINT(v); //print Cutpoint, can be called multiple times for same vertex!

++children;

}}

**if**(p == -1 && children > 1)

IS\_CUTPOINT(v);

}

**void** **find\_bridges**() {

timer = 0;

**for** (**int** i = 0; i < n; ++i)

used[i] = **false**;

**for** (**int** i = 0; i < n; ++i)

**if** (!used[i])

dfs (i); }

**void** **find\_cutpoints**() {

timer = 0;

**for** (**int** i = 0; i < n; ++i)

used[i] = **false**;

**for** (**int** i = 0; i < n; ++i)

**if** (!used[i])

dfs (i); }

**Min-Cost Max Flow O(V3E)**

**const** **int** INF = 1000000000;

struct rib {

**int** b, u, c, f;

size\_t back;

};};

**void** **add\_rib** (vector <vector <rib>> & g, **int** a, **int** b, **int** u, **int** c) {

rib r1 = {b, u, c, 0, g [b] .size ()};

rib r2 = {a, 0, -c, 0, g [a] .size ()};

g [a] .push\_back (r1);

g [b] .push\_back (r2); }

**int** **main** (){

**int** n, m, k;

vector <vector <rib>> g (n);

**int** s, t;

//... read the graph ...

**int** flow = 0, cost = 0;

**while** (flow <k) {

vector <**int**> id (n, 0);

vector <**int**> d (n, INF);

vector <**int**> q (n);

vector <**int**> p (n);

vector <size\_t> p\_rib (n);

**int** qh = 0, qt = 0;

q [qt ++] = s;

d [s] = 0;

**while** (qh! = qt) {

**int** v = q [qh ++];

id [v] = 2;

**if** (qh == n) qh = 0;

**for** (size\_t i = 0; i <g [v] .size (); ++ i) {

rib & r = g [v] [i];

**if** (rf <ru && d [v] + rc <d [rb]) {

d [rb] = d [v] + rc;

**if** (id [rb] == 0) {

q [qt ++] = rb;

**if** (qt == n) qt = 0;

}

**else** **if** (id [rb] == 2) {

**if** (--qh == -1) qh = n-1;

q [qh] = rb;

}

id [rb] = 1;

p [rb] = v;

p\_rib [rb] = i;

} } }

**if** (d [t] == ​​INF) **break**;

**int** addflow = k - flow;

**for** (**int** v = t; v! = s; v = p [v]) {

**int** pv = p [v]; size\_t pr = p\_rib [v];

addflow = min (addflow, g [pv] [pr] .u - g [pv] [pr] .f); }

**for** (**int** v = t; v! = s; v = p [v]) {

**int** pv = p [v]; size\_t pr = p\_rib [v], r = g [pv] [pr] .back;

g [pv] [pr] .f + = addflow;

g [v] [r] .f - = addflow;

cost + = g [pv] [pr] .c \* addflow;

}

flow + = addflow; }

//... output the result ...}

**Z-Function O(n)**

vector<**int**> **z\_function**(string s) {

**int** n = (**int**) s.length();

vector<**int**> z(n);

**for** (**int** i = 1, l = 0, r = 0; i < n; ++i) {

**if** (i <= r)

z[i] = min (r - i + 1, z[i - l]);

**while** (i + z[i] < n && s[z[i]] == s[i + z[i]])

++z[i];

**if** (i + z[i] - 1 > r)

l = i, r = i + z[i] - 1;

}

**return** z; }

**Segment Tree**

**class** SegmentTree { // the segment tree is stored like a heap array

**private**: vi st, A; // recall that vi is: typedef vector<int> vi;

**int** n;

**int** **left** (**int** p) { **return** p << 1; } // same as binary heap operations

**int** **right**(**int** p) { **return** (p << 1) + 1; }

**void** **build**(**int** p, **int** L, **int** R) { // O(n log n)

**if** (L == R) // as L == R, either one is fine

st[p] = L; // store the index

**else** { // recursively compute the values

build(left(p) , L , (L + R) / 2);

build(right(p), (L + R) / 2 + 1, R );

**int** p1 = st[left(p)], p2 = st[right(p)];

st[p] = (A[p1] <= A[p2]) ? p1 : p2;

} }

**int** **rmq**(**int** p, **int** L, **int** R, **int** i, **int** j) { // O(log n)

**if** (i > R || j < L) **return** -1; // current segment outside query range

**if** (L >= i && R <= j) **return** st[p]; // inside query range

// compute the min position in the left and right part of the interval

**int** p1 = rmq(left(p) , L , (L+R) / 2, i, j);

**int** p2 = rmq(right(p), (L+R) / 2 + 1, R , i, j);

**if** (p1 == -1) **return** p2; // if we try to access segment outside query

**if** (p2 == -1) **return** p1; // same as above

**return** (A[p1] <= A[p2]) ? p1 : p2; } // as as in build routine

**int** **update\_point**(**int** p, **int** L, **int** R, **int** idx, **int** new\_value) {

**int** i = idx, j = idx; // if curr interval doesn’t intersect update interval, return this st node value!

**if** (i > R || j < L)

**return** st[p];

// if current interval is included in the update range, update that st[node]

**if** (L == i && R == j) {

A[i] = new\_value; // update the underlying array

**return** st[p] = L; // this index

}

**int** p1, p2; // compute min pition in left and right part of the interval

p1 = update\_point(left(p) , L , (L + R) / 2, idx, new\_value);

p2 = update\_point(right(p), (L + R) / 2 + 1, R , idx, new\_value);

// return the pition where the overall minimum is

**return** st[p] = (A[p1] <= A[p2]) ? p1 : p2; }

**public**:

**SegmentTree**(**const** vi &\_A) {

A = \_A; n = (**int**)A.size(); // copy content for local usage

st.assign(4 \* n, 0); // create large enough vector of zeroes

build(1, 0, n - 1); // recursive build

}

**int** **rmq**(**int** i, **int** j) { **return** rmq(1, 0, n - 1, i, j); } // overloading

**int** **update\_point**(**int** idx, **int** new\_value) {

**return** update\_point(1, 0, n - 1, idx, new\_value); }

};

**Persistence Segment Tree**

**struct** Vertex {

Vertex \*l, \*r;

**int** sum;

Vertex(**int** val) : l(nullptr), r(nullptr), sum(0) {}

Vertex(Vertex \*l, Vertex \*r) : l(l), r(r), sum(0) {

**if** (l) sum += l->sum;

**if** (r) sum += r->sum; }

};

Vertex\* **build**(**int** a[], **int** tl, **int** tr) {

**if** (tl == tr)

**return** **new** Vertex(a[tl]);

**int** tmx = (tlx + trx) / 2;

**return** **new** Vertex(build(a, tl, tm), build(a, tm+1, tr));

}

**int** **get\_sum**(Vertex\* v, **int** tl, **int** tr, **int** l, **int** r) {

**if** (l > r)

**return** 0;

**if** (l == tl && tr == r)

**return** v->sum;

**int** tm = (tl + tr) / 2;

**return** getsum(t->l, tl, tm, l, min(r, tm))

+ getsum(t->r, tm+1, tr, max(l, tm+1), r); }

Vertex\* **update**(Vertex\* v, **int** tl, **int** tr, **int** pos, **int** new\_val) {

**if** (tl == tr)

**return** **new** Vertex(new\_val);

**int** tm = (tl + tr) / 2;

**if** (pos <= tm)

**return** **new** Vertex(update(t->l, tl, tm, pos, new\_val), v->r);

**else**

**return** **new** Vertex(v->l, update(t->r, tm+1, tr, pos, new\_val)); }

**Expected Value**

**float** calc\_Expectation(**float** a[], **float** n){

**float** prb = (1 / n);

**float** sum = 0;

**for** (**int** i = 0; i < n; i++)

sum += a[i] \* prb;

**return** sum; }

**Roman Numerals**

**void** **AtoR**(**int** A) {

map<**int**, string> cvt;

cvt[1000] = "M"; cvt[900] = "CM"; cvt[500] = "D"; cvt[400] = "CD";

cvt[100] = "C"; cvt[90] = "XC"; cvt[50] = "L"; cvt[40] = "XL";

cvt[10] = "X"; cvt[9] = "IX"; cvt[5] = "V"; cvt[4] = "IV";

cvt[1] = "I";

// process from larger values to smaller values

**for** (map<**int**, string>::reverse\_iterator i = cvt.rbegin();

i != cvt.rend(); i++)

**while** (A >= i->first) {

printf("%s", ((string)i->second).c\_str());

A -= i->first; } printf("\n"); }

**void** **RtoA**(**char** R[]) {

map<**char**, **int**> RtoA;

RtoA['I'] = 1; RtoA['V'] = 5; RtoA['X'] = 10; RtoA['L'] = 50;

RtoA['C'] = 100; RtoA['D'] = 500; RtoA['M'] = 1000;

**int** value = 0;

**for** (**int** i = 0; R[i]; i++)

**if** (R[i+1] && RtoA[R[i]] < RtoA[R[i+1]]) { // check next char first

value += RtoA[R[i+1]] - RtoA[R[i]]; // by definition

i++; } // skip this char

**else** value += RtoA[R[i]]; printf("%d\n", value); }

**PYTHON**

**Template**

**import** atexit

**import** io

**import** sys

from bisect **import** \*

from collections **import** \*

from fractions **import** gcd

from itertools **import** \*

from math **import** \*

**import** sys

**import** os

inf = **float**('inf')

\_inf = **float**('-inf')

\_INPUT\_LINES = sys.stdin.read().splitlines()

input = iter(\_INPUT\_LINES).\_\_next\_\_

\_OUTPUT\_BUFFER = io.StringIO()

sys.stdout = \_OUTPUT\_BUFFER

@atexit.register

def write():

sys.\_\_stdout\_\_.write(\_OUTPUT\_BUFFER.getvalue())

def main():

# code here

**if** \_\_name\_\_ == '\_\_main\_\_':

main()

**Extended Bezout Diophantine**

**import** math

from fractions **import** gcd

def ixgcd(a, b):

""" gcd(a, b) = a \* x + b \* y is bezout indentiy

find x, y **for** gcd(a, b) iteration (log(min(a, b))) """

x0, x1, y0, y1 = 1, 0, 0, 1

**while** b:

q, a, b = a // b, b, a % b

x0, x1 = x1, x0 - q \* x1

y0, y1 = y1, y0 - q \* y1

**return** a, x0, y0 # gcd, x0, y0

def diophan\_(a, b, c):

d, x0, y0 = ixgcd(a, b)

**if** c % d == 0 and min(a, b) <= c: # check **for** **int** soln

x0 \*= c // d

y0 \*= c // d

**if** x0 >= 0 and y0 >= 0: # **for** any soln

print("YES")

elif x0 < 0 and y0 < 0:

print("NO")

**else**: # **for** positive **int** soln

# **for** min(x+y), **if** a==b, x+y; a<b, min(k); a>b, max(k)

**if** x0 < 0:

k = (d \* x0) / b

elif y0 < 0:

k = (-1 \* d \* y0) / a

**if** k < 0:

k = math.floor(k) # ceil towards 0, floor towards -inf

elif k > 0:

k = math.ceil(k) # ceil towards +inf

x1 = x0 - (k \* b) // d # k E int{1..n} for all int soln

y1 = y0 + (k \* a) // d

**if** x1 < 0 or y1 < 0:

print("NO")

**else**:

print("YES")

**else**:

print("NO")

**Segmented Sieve**

**import** itertools

izip = itertools.zip\_longest

chain = itertools.chain.from\_iterable

compress = itertools.compress

def rwh\_primes\_jason(n):

""" Input n>=6, Returns a list of primes, 2 <= p < n """

zero = bytearray([False])

size = n//3 + (n % 6 == 2)

sieve = bytearray([True]) \* size

sieve[0] = False

**for** i in range(**int**(n\*\*0.5)//3+1):

**if** sieve[i]:

k=3\*i+1|1

start = (k\*k+4\*k-2\*k\*(i&1))//3

sieve[(k\*k)//3::2\*k]=zero\*((size - (k\*k)//3 - 1) // (2 \* k) + 1)

sieve[ start ::2\*k]=zero\*((size - start - 1) // (2 \* k) + 1)

ans = [2,3]

poss = chain(izip(\*[range(i, n, 6) **for** i in (1,5)]))

ans.extend(compress(poss, sieve))

**return** ans

**Factorization**

def prime\_factors(n): # sqrt factorization

start = 2

listing = []

**while** start\*start <= n :

**if**(n%start == 0):

listing.append(start)

**while**(n%start == 0):

n = n // start

start = start + 1

**if** (n != 1):

listing.append(n)

**return** listing

# Make primes list as primes

def phi(n, primes):

totient = n

**for** p in primes:

totient -= totient//p

**return** totient

**Base-Conversion**

def to\_digits(n, b):

"""Convert a positive number n to its digit representation in base b."""

**if** n == 0:

**return** [0]

digits = []

**while** n:

digits.append(n % b)

n //= b

**return** digits[::-1]

def from\_digits(digits, b):

"""Compute the number given by digits in base b."""

n = 0

**for** d in digits:

n = b \* n + d

**return** n

def convert\_base(digits, b, c):

"""Convert the digits representation of a number from base b to base c."""

**return** to\_digits(from\_digits(digits, b), c)

**Number Theory**

# A function f is called "number theoretic" or "multiplicative" **if** f(nm) = f(n) f(m) where n and m are coprime.

# Any number theoretic function can be computed in

# 1) O(sqrt(n)) **for** a certain n.

# 2) O((hi-lo) loglog hi) **for** n in [lo,hi).

# 1)

f(n) = 1;

**for** p = 1 ... sqrt(n):

**if** n % p == 0:

q = 1

**while** (n % k == 0)

q \*= p;

n /= p;

f(n) \*= f(q) // q is a prime power

# Complexity:

# increment of p: O(sqrt(n))

# division by p: O(log n)

# ==> O(sqrt(n)).

# 2)

f(n) = 1 **for** all n in [lo, hi)

r(n) = n **for** all n in [lo, hi)

**for** p in primes:

**for** n in [lo,hi) such that n%p == 0:

**if** r(n) < p: **break**;

q = 1

**while** r(n) % p == 0:

q \*= p

r(n) /= p

f(n) \*= f(q)

# Complexity:

# division by p: sum of exponents in n!, which is known to be O(n log log n)

# ==> O(n log log n).

**Linear Sort**

def counting\_sort(array, maxval):

"""in-place counting sort"""

m = maxval + 1

count = [0] \* m # init with zeros

**for** a in array:

count[a] += 1 # count occurences

i = 0

**for** a in range(m): # emit

**for** c in range(count[a]): # - emit 'count[a]' copies of 'a'

array[i] = a

i += 1

**return** (array,count)

**Modulo Inverse**

def modinverse\_query(m):

# m is prime, modular inverse in range[1, m-1]

r = [1]\*m-1

**for** i in range(2, m):

r[i] = (m - (m//i) \* r[m%i] % m) % m

**return** r

def powmod(a,e,n):

# same as pow(a, b, mod)

accum = 1; i = 0; apow2 = a

**while** ((e>>i)>0):

**if** ((e>>i) & 1):

accum = (accum\*apow2) % n

apow2 = (apow2\*apow2) % n

**return** accum

**Mul\_Mod**

def mulmod(a, b, c):

x = 0

y = a % c

**while**(b > 0):

**if**(b & 1):

x = (x+y)%c

y = (y<<2)%c

b >>= 2

**return** x%c

**Newton Root**

# %These choices depend on the problem being solved

# x0 = 1 %The initial value

# f = @(x) x^2 - 2 %The function whose root we are trying to find

# fprime = @(x) 2\*x %The derivative of f(x)

# tolerance = 10^(-7) %7 digit accuracy is desired

# epsilon = 10^(-14) %Don't want to divide by a number smaller than this

# maxIterations = 20 %Don't allow the iterations to continue indefinitely

# haveWeFoundSolution = **false** %Have not converged to a solution yet

# **for** i = 1 : maxIterations

# y = f(x0)

# yprime = fprime(x0)

# **if**(abs(yprime) < epsilon) %Don't want to divide by too small of a number

# % denominator is too small

# **break**; %Leave the loop

# end

# x1 = x0 - y/yprime %Do Newton's computation

# **if**(abs(x1 - x0) <= tolerance \* abs(x1)) %If the result is within the desired tolerance

# haveWeFoundSolution = **true**

# **break**; %Done, so leave the loop

# end

# x0 = x1 %Update x0 to start the process again

# end

# **if** (haveWeFoundSolution)

# ... % x1 is a solution within tolerance and maximum number of iterations

# **else**

# ... % did not converge

# end

**Probabilistic**

def is\_probable\_prime(n, k = 7):

"""use Rabin-Miller algorithm to return True (n is probably prime)

or False (n is definitely composite)"""

**if** n < 6: # assuming n >= 0 in all cases... shortcut small cases here

**return** [False, False, True, True, False, True][n]

elif n & 1 == 0: # should be faster than n % 2

**return** False

**else**:

s, d = 0, n - 1

**while** d & 1 == 0:

s, d = s + 1, d >> 1

# Use random.randint(2, n-2) **for** very large num, sys.maxsize == inf

**for** a in random.sample(range(2, min(n - 2, sys.maxsize)), min(n - 4, k)):

x = pow(a, d, n)

**if** x != 1 and x + 1 != n:

**for** r in range(1, s):

x = pow(x, 2, n)

**if** x == 1:

**return** False # composite **for** sure

elif x == n - 1:

a = 0 # so we know loop didn't continue to end

**break** # could be strong liar, **try** another a

**if** a:

**return** False # composite **if** we reached end of **this** loop

**return** True # probably prime **if** reached end of outer loop

**Math Formulas**

## TRIANGLE STUFF

* **Sum of the interior angles of a triangle:** 180º
* **Area:** **[![0102](data:image/gif;base64,R0lGODlhrQAoAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAACtACgAAAj/AAEIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3MiRYYCOIEOKHAkxwEeSKFOq3Pjx5MqXMGMmPOlSps2bMGvi3MkTpM6eQINS/Cm0qFGFRI8qXZp0qVOhTZ9K3Rl1KsqqSoliHbnVINamWgF0lTrWp0iwB1ta9YizbMmZXgfqbGlSoEmtd6mKrVvw7ty8ffkupCtYbmGxgdUi9mu4sMu/BB/3jdxWslzKdjFn3oy0pufLoDnzdRw69FzNoiffPI1Yc1LWcF2rbk17M2zYnGvjblzSL+CJu/dajos67ezbpVsjj+z7c2PGvGvHvD2auePmg49jT415eW7TxYu7oW3Y3Lf476+TE08+fD1r79K5o2c/O235iu/ryw6vvz1t/zQdpx5o8HkWHFfDGViac/Gtl1t7DFa3X4O2eXWYcIplNt5QwiWWIYYWbrXbb+jVFaBrF5L04Vo9bZjSiizmxF+LAwJHYoydpQiUfxx+h+OPGN4o0YFAFmmWkUieleSSHLnI5JP6QSnlQ05OyWSVViaJZZZGbsklkPd9KeaYGQUEADs=)](http://www.dummies.com/wp-content/uploads/0102.gif)**
* **Hero’s area formula:** **[![0103](data:image/gif;base64,R0lGODlh/AAaAPIAAAAAALS0tNzc3H9/fwAAAAAAAAAAAAAAACH5BAEAAAQALAAAAAD8ABoAAAj/AAkIHEiwoMGDCBMqXKgQgMOHECNKnEixosWLGDNq3Mixo0eIDEOKHEnyYICSKFOqXMmypcuXMGMiDHBSps2bOHPq3JmTJs+fQIMKHfqyJkkBAogiTbh0aNODT4MaheqTKEwABWkGSErVJE2uN7d2NagVrEqxZM0OFDB1rdacAxIGcGgVZlyBAiLeLbh3rV64B/vi/asyb9uBggUmJjAgotqXbBECmHu4bsnIigFwnSu4KsHGmwEsdulZYOnMoUcznCu37WkCee8KAH0TK1nNjS2z9DyZIGuCtgv2Hvi7tvCDw00HL1kc+fHbwiu3fD0gbl6wc/Panu1wAFjt3R/r/0RLQDRBtXmR9xU/srHDw5r9qj+/UvRc88K/Lycef+3K+/0RJ5hhAuFHwH1iaUcTbbFpZeBP69k302INuvReALR9ZhSGUEnYUncYJqfYhqM1Rp5KJoZoVnq+BVdcdoj1VR1sUzW3mlY4SmfQftyJOCJCPerIEGYFurbXANIFuVJsiO3H4Y8zhVdYgD4GWB6SDtbUnH1a5YbXgnSNlCOOIlXGnWA+FnTmkjj6WFya5zWm2kIwKpdVcHC2aGV7++1oFHgQ3bXlRJl15+VPVRE52FQ+KgpblRTxFWifb7blKIHARdrippyWd9iJjO1XUXQLJXeockltWRll/JE05ls32v9J6kBu9pmnQqxmBl2Rd/qZkogPHognfK71GVJyjnpKK7HCfrZcZINmheurQhLn11TXAWepiNkyFxymnTbK7Z4ihSmsWpUadCpjcyZkYJrD2WhncwqGeFKDAM7KEou0OoulnPo2+W+wIuH73q7KSjpwu0CCCHCvvKp54X3s0WmfudoWSOFkNvaYHIBbBbgVw3SCy9idD326KkTV4hpemp69JmzKZ2Hl3qobmumeaBWvJuWOVp3kHWnLtQyxbh8bO1TSujXrVKpGMxRv1MA1Xd5zSGNdl8w7GaW0t6b1jNDQls3Gl9g7mf0Z2jqRHdRTXJfUG8kGqb01enTjBKrdVuU5bReOMxJ9dUqgvr1Y4UDxTRzbN7lttYVxr7a1XJPPZFVUj093a0iMxyR25zB9rlTmMjlO+umosxQQADs=)](http://www.dummies.com/wp-content/uploads/0103.gif)**, where a, b, and c are the lengths of the triangle’s sides and **[![0104](data:image/gif;base64,R0lGODlhXgAoAPIAAAAAALS0tNzc3H9/fwAAAAAAAAAAAAAAACH5BAEAAAQALAAAAABeACgAAAj/AAkIHEiwoMGDCBMqXMiwocOHECNKnEixYkQAASxq3GgxAAABHEOKbOhxpMmFAVIqFAAS4QAABFK2RJhRYcqaJwsKAMCTZ0KVCAG87DnTIEyEO3t+zElQqMCdOAsCPcgT5M4BCY9SHdDyJdOnUTHSjErQI86SQWkuBfuVgIChRAkKuDlgwM2iaAXm1XsT482mWNvK5Xlzr1u6dmUS9DqQ8cDCfqcSECv4sdbJgQ9KBjwQatagOHcWNemxK2XNZAdWdeuYqsulVw165MlVo9KXqR/nNqt0dMHLg3tmtpwYt0bFAXx3Vj73cG6pNjcLdNoYeOXroOU+x86dwEvl3cMvdCYsvrzBt6uNKu253bxF9ODd5zQ8uX30wvjz69/Pv7//5KX9ltp67Mm3kVAtoWcgd0n1tmB3hT0o4YJ3TXhdg7RZKBiCelGn4UmG0fchUyKOeJKHJjLVWoonfcdiTvC9eFJsMppEY40jCZUfjscR6BOPLAYEADs=)](http://www.dummies.com/wp-content/uploads/0104.gif)** (S is the semiperimeter, half the perimeter)
* **Area of an equilateral triangle:** **[![0105](data:image/gif;base64,R0lGODlhrAAsAPIAAAAAALS0tH9/f9zc3AAAAAAAAAAAAAAAACH5BAEAAAQALAAAAACsACwAAAj/AAkIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDMaDMCxo8cAGkOKHElyYAAAAAQMaAigpMuXMC0OECBwZkOQMXPq3FlwwEqBLRdy5Em0aE6bQo0qXRoS6cKgBE6ixMm0qtWDTpMSEJCSI8qrYK9mVTh0AACqZqmGXfuy48+0HbUOUEvgLNu7JM2iRElzrsenWLniHRwy5UCuPx/S1WuXsGOLhk0mbji3J0fEjzNL1CuALlYAkz0TFKy5tGKuoBX6hLqVLGvTsAsGSDzz9cEANAVSPTmZdOzfA1Mm9q2wM4HKwXNHbSz7K3DHjPdOTmgW+cDokQ0KwPzc8V/F2Qm6/0WYNnz38wWNSzy5nGBljm/hb5SPPux0h42Zn0S9EjXfw3uhdF99pvEmkG/7mdRYWsdFVhuBz213XWrtBacWe9ZVCKFBAQYomlEdTqUbayE6d5xXJm5Y2kkfkcZech/h5N92tvn1HWUrfXjcRD6VZGOMQAYpZJArmcfgi0Apd+JyiSFpUmc3MtSjbbrpSJZoVpbI3FLVaUeTkyzWZJeBy9k21G0ggdTjcStNWdOZM6lHn0+znbibZ06aRpyCc73mX3Yd7hmVaNvh1tKZQw3VUqESxglSoamx6KiEg26k0m913kanQX5NF1dUnnaYZm5mVVqpolEFV6WppSKqqqkmHaOnpIohnSkeVYfilChIQRnaa5odwurrquIBxdSa3uGJq6m71rVVnb/CSmxnRRJb00+2EsXgY9kG19+hfY3Ja105RtslbqZGGm2srxYlIrchiglaUFxBWWlLeuHW5lecEZvvpbbO5BGFPKFmpWlU0irUvAeXlrDC5Nm1ZXcNQ5wcUBVbDKFvE2ts8X4ddeXxyFLFO/LJFqKscl0Zr4xexy7HnFBAADs=)](http://www.dummies.com/wp-content/uploads/0105.gif)**, where s is a side of the triangle
* **The Pythagorean Theorem: a2 + b2 + c2**, where a and b are the legs of a right triangle and c is the hypotenuse
* **Common Pythagorean triples (side lengths in right triangles):**
  + 3–4–5
  + 5–12–13
  + 7–24–25
  + 8–15–17
* **Ratios of the sides in special right triangles:**
  + The sides opposite the angles in a 45º–45º–90º triangle are in the ratio of **[![0112](data:image/gif;base64,R0lGODlhOAASAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAAA4ABIAAAiCAAEIHEiwoMGDCBMGWMiwYYCEECNKHOiw4sSLGClm3MhRY8ePGB9OFHmR5EeTDQsuDGmyI8mXBB+2VAhgZkaYMQWKtNly50GbP2nmDAmyplCPJUECNaryJtGhQZs+lcgQqtSrI53q5IlwadSnXLtqZcnUqsGwZ7/+XBnTYlGOVScGBAA7)](http://www.dummies.com/wp-content/uploads/0112.gif)**.
  + The sides opposite the angles in a 30º–60º–90º triangle are in the ratio of **[![0114](data:image/gif;base64,R0lGODlhPAAUAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAAA8ABQAAAiTAAEIHEiwoMGDARIqXHiwocOHEAsunBggosWLECti3MjRocaOIEN+DBlxJMiPCkWmHJiQpECNKDvGfAnAJEeYBG1mlFiTpkGdCIM2BMqTpUubRDGOTLozZ8ujRU8OhZrz4lOjU6VGfVjxas+sN4VaZTkT60agTH/6fFlWqUexar86TaqTYtqdd10e9aq3L1y/BwMCADs=)](http://www.dummies.com/wp-content/uploads/0114.gif)**.
* **Altitude-on-Hypotenuse Theorem:** If an altitude is drawn to the hypotenuse of a right triangle, then
  + The two triangles formed are similar to the given triangle and to each other: **[![0115](data:image/gif;base64,R0lGODlhtAAOAPIAAAAAANzc3LS0tH9/fwAAAAAAAAAAAAAAACH5BAEAAAQALAAAAAC0AA4AAAj/AAkIHEiwIIEAAgQYHJhQQICCCBs6XEixosWBEQ1GbPiQIseLIEMK3GhQYkKNJjtqtDhgAACVA10CmAlgAEEBNGnCFLlwZ8GWL3/mnGlTaM6iPCv6HDk0KNOmMHEOXTpg6cGXABQSdKmVAM6uWbcCSFqxKsUAWLsKDMuwptiuX8lSNAuxZscALtsSxOuUAFuBeeuq3Wrzr9e+AnEONKxYruC5hQcbPtwR587GjjFO9ot0sVbMi5EyHlswIem6Dw27rQiaQMvMN1szTa1Wtl+tq2Gzbm3Z4ubGrV/vpW1QuPCrVhNnbehyacLkw28XL3r88MKwaKGXnggyAPGYna8P/7Z+WGLz0spLO8VsW+zQ8IBpUmed/ub6067hS2+/UOZq/YnVt9Z4eyFWn3/ylTQbQTMxdxp/A+5VHWDKEUUfcgwuJ0BgEaJGXkhFSZWbghh26BF+4Jl4UHVqHSdiTnp5KJ19FmXkEWFtNcXgeMLJll2NJ92YooqAhYhiiZOBptaPM3rG1GA9HsmhY0s6NRlbPjqFFpQA8lRlR1MiyaORxT1oUFiy/cXVSOd9qByBIo2H5pFYoohTZ2uuaCBZcmqFFl13OolRm7z9NZ5imxmGYF+LWgjboWMlqlWjmy2qHUiQanaUpu+pRClSG5nU0ELcYfTcdinpFqqoBHInanIRXRfaHaunMhSkqSaV9KpuvPbq66/ABltRQAA7)](http://www.dummies.com/wp-content/uploads/0115.gif)**
  + h2 = xy
  + h2 = xy and b2 = xc

## POLYGON STUFF

* **Area formulas:**
  + **Parallelogram:** Area = base height
  + **Rectangle:** Area = base × height
  + **Kite or rhombus:** **[![0116](data:image/gif;base64,R0lGODlh4AAoAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAADgACgAAAj/AAEIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePDgOAHEmypMmTDwOIRMmypcuXFEWuhEmzps2WK2fe3Mmzp0adPoMKHZoQKNGjSHsaTcq0KU6nUKOeXCq1qtWKVK9q3bowK9evEL3aFCtwJtmnF836PCtz61mYbxXGRdsVwFyhd1nmNbjXJFm1BGWqLDuYr8q+Eg/bHQj0sFHFOhUHtis5cOXFEyEztlyYM2bGnctSDj06MkPAoCeLVr2apFnUn2O/3tyaMmvZtCPObm06d2jYv3N//iscN+vGJZHzLggbs/LYw5kXb/g8p/Ta0Y9fr173du/pow07/yYd9jp0ws2ta78Nujl18487c18/vbLY8cHbO/Z8vuN89Mup9l9tkrl3GnztBegbgscVZiB4wBVlXmL4XfbfgM4xuCB9Sz3GIIbpFafehgBipyB0ITJXIVYagohdiijSRh5C87n4oog3KtgWjTkaR5hfqZ2Yn21CakjkYju+9+NqkX035HdMWgZhf1GqGN9giIWFpXD7NbZlguw1+WV2IY352pgAevkcb5qZSCVYLCYHl15wpsUeSFmmdKdrTu33kZ9ATnVZoEw9aFWeSSE61YRu1SnejEgp6uikN0lK6aUuWYrppoty6mmin4ZKlKailmqnqaiOleqqcOHH6quwxgPqUEAAOw==)](http://www.dummies.com/wp-content/uploads/0116.gif)**
  + **Square:** **[![0117](data:image/gif;base64,R0lGODlhLQAoAPIAAAAAANzc3LS0tH9/fwAAAAAAAAAAAAAAACH5BAEAAAQALAAAAAAtACgAAAj/AAkIHEiwoMGDCBMqXMiwIcEAABxKbAgx4sSLBwUA2Iix40CNAjR69BggAAGRI0eiTNlxJcuLLl9KjCmzIc2aC2/iTKgzo8WFAAQsDCDUIYABDDWaxBk06c+RRIVCLGowpMkBTzti3Xg0q8CKG7FSbXlUoEavBDaaDCA2ZdmBbwkq/QhgKVm7accKjHsS7cmQgAPbjdnU7N6xK61OdIl1IMTDjgsHFTBAr0KISAlsFTigsea6BCoKDQl34tajnQ1bBBsUdEG/CYmaFID3KWmiBgfg/UsbI+yCuh9yDXvx98DgBI8u1ZjZKEPkdAv2PGj8LFeexncmb65doefu3l2DGD/IVvz4gpjPI0yvnnrlwJa7Wx+evf35gAA7)](http://www.dummies.com/wp-content/uploads/0117.gif)**
  + **Trapezoid:** **[![0118](data:image/gif;base64,R0lGODlh3QAoAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAADdACgAAAj/AAEIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePAwOA3ChypMmTKCuWTElxJcuXMGG6jOlwJs2bODWKDMDzIM+eIX8aFArRZkgARAv+dLl0KNCcUE8+nclUYNWjVosmnKqUYMmrWcNGHeuRKlasRpF2rbl1rVqvYt3GJUv3olmnXxHebZj27VmvQNPurUu4pVyiK5sGXdrXKuOkc5kGXiyZceHLE/cOPtu4c1u4kX3+xYu5tF63m8Vq9nwatN+5qlGPNl2a69/Jtzm/Hro1sWukeXPDHk57N9SdTyn7VQzYJmvRkB33TBwdeN/Gs/kyvH4ae/HM34238i77mbf38Fq/nxefkTvv0IiTKw+//vhD5PKty9Wflznz2IC5Nlh99tFGYHJggbXcVwmKFtpovv1mGoE0WbadbAJC+KBxA0poVHWP5YdebRjq9qBmeP1XmYq4jehieao9ZiJaJQ4XIXG7UdhciDz26OOPQAYp5JAWbgiggzlumNpyHmqoVIgvFodihifW6N6UcYkY5YsdZilgcDOy95Zz+TWl45aFbRYdVdMpqSWacKoX55x0vnZmnSb9h6de1e2Z041+BirlfoIWaqChiA6a6KJpMupoXXc+KqlOk1ZaoaWYshRpppxq1+mnHUEJ6qikphQQADs=)](http://www.dummies.com/wp-content/uploads/0118.gif)**
  + **Regular polygon:** **[![0119](data:image/gif;base64,R0lGODlh3QAoAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAADdACgAAAj/AAEIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePCAOAHEmypMmTDAOIRMmypcuXEUWuhEmzps2TK2fe3Mmz50WdPoMKHWoQKNGjSG8aTcq0KU6nUKOSXCq1qlWJVK9q3RqSq1eLWZWCDBuTqU6yGWV+pYlW7MC2PwHAXdtxLluCdifOBCpTpUCVSwHn1SvXb0HAhwur/av4r+HDjwXjfcwYcUrLlSk7Pmu5r+bGb0Fjxht6MmnGp1GPjJyac+u9exOr5lva8cOzb2PXxp07tdzdsGvvlq16NvGxsmkX/12c9/KcvplLT0lcufLp1637vt48euDPgiVT49Teuvp2793LY2V9Ojv65+mfh3euWPzm5R6tzxcunT7n8M3th59CnfEHnXrwbSaef9EZx997es03GnkHuSccfed1VWFR5rXXYYLTZRgfgiHq9qCEgxkIooUjUljigwmxiJqMMjLH4IAzfohdihCx5+CKIv5I422m2RbfjRcOlySONhYFHmI8EjnafRAimdt/k3F3mV+xTQnalSBS2eJaUX5VJl35oYmVmizZ1yCbBMJpkoly1imUlnbmGdSZevaZpp+AuhXooDDxSeihPSKq6JyLNoqco5BuZGikkUpI6aWY2hkQADs=)](http://www.dummies.com/wp-content/uploads/0119.gif)**
* **Sum of the interior angles in an n-sided polygon:** SumInterior angles= (n – 2)180º
* **Measure of each interior angle of a regular (or other equiangular) n-sided polygon:**  
  **[![0120](data:image/gif;base64,R0lGODlh9gAqAPIAAAAAANzc3LS0tH9/fwAAAAAAAAAAAAAAACH5BAEAAAQALAAAAAD2ACoAAAj/AAkIHEiwoMGDCBMqXMiwocOHECMqDCCxokCKFjNq3Mixo8ePDwWAbDhgpMmTKFOqJIlxJcEAIl3KnEmzZkKYKAMMAMAz5sABLQkO8ClQAE8AJQka5QnUptOnT5uaDNBTwM6kF7H+BEDU6NClA70KAEtAJ9KgUNOq3QgA5QCtVIm2HWiWK0GkdO0SwHvRblOdawMLjmj04NiyhyUKQKtXYOOzjffKFUk16Nu9A+cO3szZYOKCXHcy5RhXqc+YkXdiVE2gsNK2f7V2nj04cma9Ozlefm3QtmieGF2HbWtWKu3jgW23bizcImveoInuHLuUYvPlyLNzVt48Mkzq4NFu/xV/XXJeyyWvl9fO3qny3JmJfgc/VrxO49DvntZctK16/u0FWJNyzAH4EFWy5RffcAW5FplyAkaoEoH7VVRaQuU9KNWFzz0n4YcqfdZfS7tF9NtRkYnomHwo8lVWiwnelmBPINbI0HU4hSVeQ/RRFxR35NXnmZAJHdUgjTYmiZCBNDGJElIAoAehkkniRxNgM3H1oFFdqTgfUUWJuJhSwQUAE0bf7UilRFjaNGaWY2lWmF5UoYhmi5rVeRRGWzomGkUnxrgmYWqm1KZMXFUm0GV6nbXoXC5e6CJ8fe4VZX8xXThoRoKmBKZLdjUqkl3XcdeoleYtmOqq2G16G55OXv90pXsiFeZgrbDGtNRRmaL4ZqWPwerqsCCRGqVVKy7XI6BIHZbibxQB61Oz9JVVaKFKRZQjRJ9q1OO34IYr7rjklkuuqKIut2NjF7754qg+STptjCqG1a1nJqK6UKygwcovsdEt+typwV3Kl1kxPVcacGVNlyymWaWna2uUvaWru4vVetFnGRcUF1ZmnknXYmZiFia2AGekF1mp6jnackc5/CKKSbksr1AtWofaUG/dJ5LFl+41FGYfJ9Vsg6OGBTRFRSdNwNIpj4RxS+5SXHWaiJl2tZBvVo0Yx6jxSfHYLzqW2V6rOQ1amEUldZhUQ/vXa9R034ja2YftypPZZsuYqXZeY+2WmLP2Yqb3v3VHnZhmcpN919l+myzUV0bpzHbkjSeuOYZ3m32YoshKDltJihrIX94Xt0Z6qC9a1+nmKS9+dp0zY8X4o0EDqGLmiV1FeO2wB4/cafcKeNafwq9pMXxJQhkn4sm3Rx2VCDIY/fWzVf7T69h37yZ/U3ovfpMgBz3++TYViP76V6rP/vshgl88/PQrGRAAOw==)](http://www.dummies.com/wp-content/uploads/0120.gif)** or **[![0121](data:image/gif;base64,R0lGODlhUQAoAPIAAAAAANzc3H9/f7S0tAAAAAAAAAAAAAAAACH5BAEAAAQALAAAAABRACgAAAj/AAkIHEiwoMGDCBMqXMiwocOHECNKnCgxgAAAAAQEKDgAI4ABBDti1DgwwACQFFMaDIDx5EWUBC4KOJlRYMeZIgWyHCBAgMqfAi8SFEpg58COG2vq/EgAwMaYMIFOHPDUJgCrHAOwrBrT51WbUaWq7IiSqUmYHTle7VnUqdifFzEO/BgX48a0Ib/G5fp2Kk2fTZkWFYr36Ne+iI0qnUtTLeLHTUEKZlwYK+SUi9uC5ElQcdTJlyUi1UmUJWCLet3GVI2QpUGRmVG3TFnXbkmPttviBtxabl6cvgO7BB3xbFiwx09SVQi74GKjo4MeDj3xY+XIBJmyvc2X+sO701c/l72YNCxx7xCvr/b4lPh59A6vv6Tp1v1x+A0rbx3q1XxU5QAuh19eBBJoX0gBnsRVggw26CCDlkWIVWXqDcjQdRk9ZZRpS/FmYXzhsbTbQLWx9mFDJh2kHF/GnejiizDGKOOMNNYo1lYieWjjVBnN9NKOKUWHHZDV8bYfkRJNViGSCx3ZFZMRVfYelAlJeR+VCCkZHpahBQQAOw==)](http://www.dummies.com/wp-content/uploads/0121.gif)** (the supplement of an exterior angle)
* **Sum of the exterior angles (one at each vertex) of any polygon:**SumExterior angles = 360º
* **Measure of each exterior angle of a regular (or other equiangular) n-sided polygon:  
  [![0122](data:image/gif;base64,R0lGODlhyAAoAPIAAAAAALS0tNzc3H9/fwAAAAAAAAAAAAAAACH5BAEAAAQALAAAAADIACgAAAj/AAkIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePIEMSDACgZICCAgaUHCBgYMqSAE66DCBTpM2bOC+qHECzpEuTAVS2JABUpUwBMQcMyMm0qdODSGtGFaiSIIClJIcSqEp0KM+nYMPaFFBTYEyzZcluXfqzJYCBNMXKnfvxpUCSdwNoPWv1pFICSLXSHUw4IlKTdwEcXom2IF+VigtLnsyQbNDIJFkmPsl3YGfKoEMrrJp15NvPRMuKXs0aL17TqR2rZk17bumBXCPjfvs6ce3fhK/Cfayb5EmkbJEnZOwYNfDnFBczpwpTOPXqgpu/Ne0cuveINPUa/7Sc3fJsx0IJKu3+vb3cmJ/hlw1/MHx2+3AFiyeg17JA8u61F1NvePElnW5bVafbgWzFJ9NVjEE2XYDAxRTYXUvxdZVX2ykHWG5sAXaWg2YVZyB7FIY24oOcndRbY2oNZ9ZXsvXV2I2+pagQSQr69NRZQYnYGI8KStWTj9LFFZtnLHrW43Y60gYkbw26OGB4+0m43khaLnljZ1dhqaSY+6HU0HkLlemQANlZZB6ZcMYpp30aGjckgvy1dBt/26lZVWdTeWndfyxi2SZRZxr2F0RKpvkklE09lt6SG1KX2FA8UjdUShlG9lKTm/2noUH7sWlcS/7dpdZRjZqaHU8Iuv9oJJt6ykTToZPxlemNB+5VHVcJYiciTIF+JuGgkP63FFJ89pdUg1+9FdWipzrGX01h/jXtV3EptWdoZYarX6NwjamVeQQBuJ+agN1qlYJUBTXUdlBG61lX8V5L6oOezbuVV7IqyWyUhSXL5L1EVcfZvVDGRS5VPN0G5WnlXkukjwQPZvCHIdJr0MSI5qVvulcuCnLDAaOZ8XsHKUbjdtpqBrK2mKlGrsdm8bcskHphFuLK7xX5cktGBetvzkaLbFVBcYGcYMT6HvYz0FRnVNPDTin1Ep5Vi+YtsGFBeGTXtdE316Avkq32RXsuuvbbFb2IItx0jxbihXXn7VBnaesQ7XfLV2/89+Byqzz44RQFBAA7)](http://www.dummies.com/wp-content/uploads/0122.gif)**
* **Number of diagonals that can be drawn in an n-sided polygon:**  
  **[![0123](data:image/gif;base64,R0lGODlh8gAqAPIAAAAAANzc3LS0tH9/fwAAAAAAAAAAAAAAACH5BAEAAAQALAAAAADyACoAAAj/AAkIHEiwoMGDCBMqXMiwocOHECNKnGgwAMWJFi9q3Mixo8ePIAcKCLlQQEaSKFOqXMmSwICTLQUOiEmzps2bAgOMJBlgAAAALwv2xEm0qFGNQUMGACpAgM+dA5MenUq16kAAKIES9FmwqdWvYEl61QlVoACsQk0SaAqT4tmuaMPKnTsRgNOfWkWWNQtgKd62Ec/uJRCXruHDCX/u5Hp18NmgSwc79PnzoF3EmDOvvcyXIGfPhT8HbprXs2TNqKu+bWza4OfVepvK9powckHRqXNTZSxQNG7bnQnOHr4QN27dyIm+Lkx4L+zmEksTAM46uXXlUJ9DFx76tMKzGXsy/99+vXxM8FFnCt9beinghpT/uu49/rjb8Sr94hcZ1z52pWWpxV1XJ+l0EVmSrabYbd4Ftl9Wdr3Hn0gS4uQfSw+yRJt81XGk3UoXTihXiCpJZVNSdg2gXm87CWhWRmrRRtaAOgFGFkwm1XjQjQPpxBRCXsEmIIKD6ejiWrTlNBKPPc7WmpJHpjQUTitG+Blnvu0EFF59cclffCu6xGWVlAEWX15n4VXRmP0tyWVlUeH1VE5vwrglh/qpyaJMY7YUZUtSXYbedlnSZ5Ffh3L2WKItcgbcT+8JxhdU9qEJJ3TtKdrXdHMSBhlji04HZ6ZajjQodSXaFABMWKqHZVmvdv+o6UmMiabgadLxdtygYnbIn5Yr2sarsJsGB1epmzX4ppcaVcgTg3RaFGt1V1La6ICELYuWf7a2adBzsGnKJbKsaSdoYUK+SS6YDZq3J5+EwkoueZpiyxRx5EErYr7GbsaaTwN4Ne2e5pqKLloACzyvjz+F+RCRw0Us8cQUV2yxbL51+tmj1lbHa60O++pZmLo6Vmyve27cao/nFniuvVBxPF1ZvNGnrXWi+aXlpuLNWy1f6kmabE4qvvutph27Btmll+XVM18ZafwpWuBuq97T0C21Ys3uurZXp3nKbLSmYG5Vp9EGnRmmfXmWvJmcn4Hp6Nn+iphmw9OeeXLX37aDpSOUFgno4uDhLfkngsI5yySFCY2VXeFqGdjkSLYmOTNBks8ceYsFysb35/9FC7pDiI+OWcKPmc6Q3s6qTtXd7aoutHitu247YsbFfvvumZHI+++G8Qr88JihSvzxc2mN/PLJS8f881P5VDv01LMkffXYEyXYcNNn7/1F2vr+/fhyBQQAOw==)](http://www.dummies.com/wp-content/uploads/0123.gif)**

## CIRCLE STUFF

* **Circumference: C = 2πr** or πd, where r is the radius of the circle and d is its diameter
* **Area:** AreaCircle = πr2
* **Arc length:** The length of an arc (part of the circumference) is equal to the circumference of the circle (2πr) times the fraction of the circle represented by the arc.  
  **[![0124](data:image/gif;base64,R0lGODlhRgEsAPIAAAAAALS0tNzc3H9/fwAAAAAAAAAAAAAAACH5BAEAAAQALAAAAABGASwAAAj/AAkIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3MgRYgABHUOKHElS48eSKFOWFDAApMqXMGNyHBBAps2bDAG4TCigJs6fP3ueHDlgANCjN1syDAAAqVOVAgBI3SlS6dOrIwP4XMgUq9eOTKmSbPq1LEayS9GaXSuxq0qtbOM+hIuQpVStaJneLai3JYCaYffq/ctXKuGDYQdMJdB3p10AVgn0NGx04OPDbgW6/auY7OCtBh9bNSw19ODKjHUKNgzaoFq5sA9GLhj172CBimkyRZ07QGfAd2v23j1wOGTEkLXm1n1ccnDFLp83j6qbeObUAqXSBGkcNcHaeHUy/1ZMl6D0ynrhdk84O7b77Amvl47qWDyBw6mBu6RvWTx/gf8RxNRWzWFHQFEEIRjWQG5d15OBmpFVYIABFqdWc9cxaJ+BCzq3VVStMRjie7C9Zh5oXQ2oFV7AFURYZiqu+KJtMoYo31abVeebiTsCqN1QEBqIX4wsuoaiZyYa1COEGSpUHomxPenikamRttqUTFq5mpY2XoijhFqSdVlpAHamXZCbfcmlkQIiWZeZZMKYZEJzQmmWlCe2GaSeecqJUJPI5RlhdiNSp9VkSu6IF59D1inooHv6qBuiWfIllnl2uoenhjvNh99/jbbo44f+fbqhho+6pViCRl23ampU2f+2IZmmknrpq9mhl6Srbo7a36UDOVqSXhnh15FLgC41oo+ykrkebsn9FuSzByZHnJJeouqcbdA5xxyZ1crYFHi7SQgatd8Ft1ik3obXK7TMeecaQ5ctK1FRp1Jk7EYNCvunvZL9JudebU41Y2EEa5hwYamiJdpOnwV42n6GUbrvZzx1FlmyEYuXIcYKCUtubhiBWGBF+5r0rkcAS/Tgo5nGDJGwCPbXclpBPngogDsf9GnPPEsGtGYnFU3eokI5tuLSyN7sUYG4yix1Q8ICSahQSzMddE+d+tRoZ9yRJi+h0FKmIZwUU0aYleVWHOGajDkNEZz5Tm23zxGBOFiYPuX/Bm6HuF6bn6RsDuhrakrVlitIdvnUb+LgOik3RFjfbXnIEdVM9p6Qyav5f/J593KexvYL8bgbgghph+wmevnrMfmb4KmYvXZydnDfmFNNYa6cou2O+y5m1j1vCvvxHalV4exi1d6mWEQuqftCa+tI13W/Y8mhWv3mXijx4Icv/vjkl2/++einr/767BuvfN3UXeq8tubJq3rofJIuevB6Ujg/9rIzHvIGeBZ63S5Y/AuW/eqmIO4dRnVYMpyHIAUpyDCOPKtzYEMESMAOTkRkKUMgBe/TmqhxKkNwGhsJy3amEbqlNtp5IGs0qCwP2rCACqFbwubnHOgBizECGJ1lwoYmIKVZTYhCXNEKefYR0AgxPpO7oRRdxBXwQWw/H4oiTli3PItwUGpJM43ViDbGDspugOQSXEa+GLMU7iSF/RGbhep2tzOi0UxarCHsJEidCPkEgt2qFneM0kW72XGK/MpjibyTo9ltjmx5UaRcDonINUqSRAgq5MeaYh+aHI+SlbwIG2U2GY81pTEjxA6INPc6UIayIqOMGWlAsptv0fI1L4ylnVz5Sn3ZEDoSxE2rcMlLEumylxcpJolkxbBN2vCYZsisSHvsNsa/RIVhFWLlAKcZzZBAEzZRW9DJmjOhEMJOmd18CDrLYqgdVaad69pNeJ55yXTOpZ5mqdd3NEaVidlwnfZsCDcDus0fEnQjhTzo6zyp0JUMtKFTYyhEh2XQidqpjDAJCAA7)](http://www.dummies.com/wp-content/uploads/0124.gif)**
* **Sector area:** The area of a sector (a pizza-slice shape cut out of a circle) is equal to the area of the circle (πr2) times the fraction of the circle represented by the sector.  
  **[![0125](data:image/gif;base64,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)](http://www.dummies.com/wp-content/uploads/0125.gif)**
* **Measure of an angle . . .**
  + **On a circle:** **[![0126](data:image/gif;base64,R0lGODlhMQEoAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAAAxASgAAAj/AAEIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePIEOKHEmypEmSAU6qXMmypcuXCQOkhEmzps2bOBWmnJmzp8+fQDvO5Bm0qNGjSA0STcq0qVOYS59KnUpVaNWrWLNKjKq1q9esXL+KHcs0rECzZEOiTTvW7Fq2Hnm6hQsW4VuxMtWe5ZqXLtm7XgFb3MlXsF+nhuuO3AlgKWOCMgv3HRhZbkHLkSlPPnwxKuGhmzVLJloZ8mXKjftmXrhadNjSZ1PLDY36cW3TsXHnbozbsebTuzlX9DwbtW7fxkkbX77ZcszlwYHnDu1c6dDk0HlHr657N/LswiN6/+6u/Djw19LLg9/evf119wdVY2dvnXt2+9/bVm4tXil5+PVFdx90+QEoYIDarWfddMztR5p8rg24nYPhDecfgZBRKJp3/H334H52SZcggu8peBlmzD3X3nwprrgVbcNN9lZirDkI24jBqYejgeb1eGB8IqLXm4gxoehdekSyeCSPLiZII5A/QsmQjU/uqKOOTiaZpY84ComhlAwyudd/LebIXYmpgWefgsgRZhdtvl0HWoNVQjTel2WOCOGSY9K3I5d/6okmnyeSueGJeX2o6JaIhuhocoMyeuCc2r23plVBrsjfXolGmGGnAm4aH5xFgiqZilOh1aaJXUKJH6Ef1XZZYX+psnbeejdOCitoomI6q0iy0jTjraFKeJuklQrVa7C/2ioVYNWtSWmPJVoK60SXMtssqk1RWSqgY54aZp9OwkirmtvGmm5gYK6Lkbbu2uRlvBbSexW89ub7Fb769nuvvwBvy2/ABCc1cMEIB3VwwgznZGPDBRBHnG9AADs=)](http://www.dummies.com/wp-content/uploads/0126.gif)**
  + **Inside a circle:[![0127](data:image/gif;base64,R0lGODlhQAIoAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAABAAigAAAj/AAEIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePIEOKHEmypMmTKFOqXMmypcuXMGPKnKkwAM2bOHPq3Mmzp8+fCQPYBEq0qNGjSJMqhWlz6NKnUKNKnUq151CnVbNq3cq1q1eGWL+KHUu2rFmaYc+qXcu2rduHad/KnUu3rta4dvPq3cv3Jt6+gAMLHrzxLwDDhBMr7oh4MdG/jR1LngwRK2TKOfFGpioUc8POjAluPjjaYumUTkEXVO3ZatnTkmE7lE26JGLWqAXi1k27dW6yvRMHr6lx+GywLa8eXr1c9O7DQsNGT81cN/TUz31Lv847bnTS352z/96+PDz3heava07fFHT62gjbX33+vrtl9tXLu88ufvV78gPhN1140uE2nWg1mSdfWt9R11+A/vGnHoIEZqfcdpZBiKCGzVnXoYfQ5WfcXgUG6CCHAHaYIYgeGsghfB9ehuKKHxoEGXYvqphfczQCOF6OIu6YY48mbsjiiUTGt+GPM77oYIqaGclkjRAq1+KQWLKYZY0p+salkTEGKaWSSwoZ5ZgwgkijlmDuuKaP1Z2JYptyHklmmGWCeaJ1cKbJo5hzaukdcmgKWpuVfxpqo2qDFqroWwPWB5ebegrZHZCKdlmnjugx2iZxd+L56IOb7tnlllSqSeeoe4LXqquP9gb5pY2VeYr/Ka1WIhkpqeK16uuuXqL6JrCXxohfniYOGCqnsDKbaq/KVuoksedhN6WqyR7o55qORoqonWwW+2qyVzrKrLfxSSquk5/piGRQlpYb6K3H1fupRMfCW5i3+YLrL633OpsovWbeKuuzfkr7b8EAzyoqepQqeSqrmB68qsOywtbovAhTWCXHAp9p8cRsBjfcuMsGhS5FUCqMrcFZarosygeTjPCbFztsrqnx6nyZzD5jaXHMgL5sc8VFT9yUyzwXCe59QKKc6oX3IdqZtc1evPR8M45IKLtbDgu2sSUT3HTDIcYKaprcnp12kryFvfbRG/uq8Le2ou1exGmLWufGfQ/N/6fL5/Vq7HgNVsyfyLl+zKPVRT/bXrmQj9Ry1LsdWHWBV4er7oP0ao75bfouXHi2Kv6XeMkSFhtwuKdzLijincM+4bdc1p67Ydq6ujTrMi4l45Nxaig1yb/PKnVhwTaflNe2PcW70XtzGq3hASdP3vUhQe/89x9xy5P3K5EucHnYBg+09sVz1HvP4Mfv0vs+kf8bqMQPbn3MDM6Zf+WmgZn8BjgZ+52EXwDTldUURJ/kgQ59TkudcZRGwAoqxoAWvMimMshBu2CwgxMJHghH6JYPknBSJ0yhClf4Oha68IXfMyEMZ0hDtsiwhjjMoVduqMMe+jAqPPyhEIf4GGoR8QiISEyiEnEYEAA7)](http://www.dummies.com/wp-content/uploads/0127.gif)**
  + **Outside a circle:[![0128](data:image/gif;base64,R0lGODlhGgIoAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAAAaAigAAAj/AAEIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePIEOKHEmypMmTKFOqXMmypcuXMGOyDCCzps2bOHPq3MlTZgCaPYMKHUq0qNGjImkCRcq0qdOnUKOqBLpUqtWrWLNqtVp1q9evYMOKNdl1rNmzaNOqBVB2rdu3cOMKbSu3rt27eEfSzcu3r9+/CfeyBUy4MEHBhrHuRZy4Mdyqix03pctYcdnIkjn+PElV78DNBkFnllqZK8LSoy2i1tjZM9u2olM/XQ2VsuykKVvjHtxVacGfsIH/Fi6w9+fXS4nfjngZefHYn6Ej76188OHizp8zrg68eXXr0X2f/+aevTzz7N+1h/7e/bp73qDTr6cuvf1x4vLtYwd/UD98qtLtJ9597xl33H4C/hadgggu59BlySXHIH+QHYiggdBJGJiF/B2mYYMRnlaggR0+GGKD4FVooYodnnihQh+iCOKCz3FI4YGYXciibbr1OCGJsP04oYwObjgkiy2iGON7CTJZopI22vghiU4uSeWDTCJpHZAiFlhllxwG2V+WXzYZmpBSjuljikOGF2WSUDqZV3f+nXckmXIqZ5t7V+65IpgvxhmYaFdOhKSWEC6Z5oxyCvqknzf2RyiRw8VYmXhrTsddfB5O6mWndRZpJJ4g0hmhbtOVSV+ogkLKpqOdBlT6Jqh1HkoroZyGh2iYpgIa6Xy2SpnrloNm+uSZEk45KqWovjorRPI1CquhsW2nmank3Rmmr35i2OayzrapbKNcSgstqccWKuu6pVFpLaPwBuqqpQ3/DWjvonCemW+fvv4JLowXKQowQ9jSlie63kprJazzzlpuvmVCfOzA8SbsML67jokumMG2yiya0/KG8LY0RgqZogKny2CyuLa22amSNscndgDiGKBHMsfr7MkkU9hsuPr+OlzPKYpZo4wpL9SxrDzD2/S+FKu748gl/1wqxiIubZ52A6aqK9DqaSy2mZn6VjPQC2uca2dJb5Sz0GF/fXKGwlkdbawKb01funW/ebfSG+vd99eggv133A5nq3N7Gi42eIl3G3yTYBYbKzLZ4O65cNusySa5qFF97hPgM5uJ3qt0Avst5tel7pphWoI+lugxvYvj7ciiPiq/xEJJe8yudgLGquxh/e5Su/72zua9aB/9qfIugy1RysYTb31O1a9UcLGVnn2611vXGJyKTwNovNTXp0+a+kgFz/77c8FfVI7y169T9va/nv/+/C+Hf/8ADODsBEjAAvblfwZMoALbt8AGOnCAD4ygBK+CrQla8IIYzGBcAgIAOw==)](http://www.dummies.com/wp-content/uploads/0128.gif)**
* **Chord-Chord Power Theorem:** When two chords of a circle intersect, the product of the parts of one chord is equal to the product of the parts of the other chord.
* **Tangent-Secant Power Theorem:** When a tangent and a secant of a circle meet at an external point, the measure of the tangent squared is equal to the product of the secant’s external part and its total length.
* **Secant-Secant Power Theorem:** When two secants of a circle meet at an external point, the product of one secant’s external part and its total length is equal to the product of the other secant’s external part and its total length.

## 3-D GEOMETRY STUFF

* **Flat-top objects (prisms and cylinders):**
  + **Volume:** VolFlat-top = areabase × height
  + **Surface area:** SAFlat-top = 2 × areabase + arealateral rectanglesFor a cylinder, the single lateral rectangle that wraps around the cylinder has a length equal to the circumference of the cylinder’s base; its width is the cylinder’s height.
* **Pointy-top objects (pyramids and cones):**
  + **Volume: [![0129](data:image/gif;base64,R0lGODlh6QAoAPEAAP///wAAAAAAAAAAACH5BAEAAAIALAAAAADpACgAAAj/AAEIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePIEMuDCCypMmTKFMyDEBSpcuXMGNOJNlSps2bOF22rJmzp8+fG3kCHUq0qEKhRpMqBYp0qdOnMJtCnUo1pNSqWLNevKq1q9eGXL/KbBoWQFmvZ6umJXhWqlCyK8XKhbg2oluDb8HO3Rv3492CeQGzZMuXLkueNAebVSyYMcrEjgUeJsx2cE3IOycPDLy5s+TCDhFvFv2ZcunHpE9fNs3Y8c6Dq02XrjuXc2rVgFXazm3Ws+/AcE8L70186eHjtBFqLs68ueTIJXdTjv2bd/DmwEGDVUx9MfLKr1Pa/0YeHrvv2cqdZ3++HG/Cssntkj8uu/ht3tU5IpXufnh34nftZ915ycFX0Xzx+UcgfvxZxeCACkZ41V/2Lcgeetwt91aGq0HnV2XnVUhgh5e51pqHsOEnInMlhlhef7C5ZmGHz2EYIoCecXcSff95h9dkLfYWG43DpVdfexvS5OKFQdGHW3nhKdnfkDdS9d+LK4oXVYqfQWmjjziiV6SVOWrIIYr61acljFJSKSSXbjo3E5oiEamenHW2pxOXb4rYo5gAYjlTldG9ltmThBbmlo5+ClojmEImKJukBy42mn0nUqqdXnaBpOmmtQ3q0aeglqoTnaamOhSpqrYanauwEhfFaqy0ipporbh6+meuvFqFaq/ABptUQAA7)](http://www.dummies.com/wp-content/uploads/0129.gif)**
  + **Surface area:** SAPointy-top = areabase + arealateral trianglesFor a pyramid, the base of each lateral triangle is a side of the pyramid’s base, and the height of the triangle is the slant height of the pyramid. For a cone, one “triangle” wraps around the cone; its base is equal to the circumference of the cone’s base, and its height is equal to the slant height of the cone.
* **Sphere:**
  + **Volume:** **[![0130](data:image/gif;base64,R0lGODlhfgAoAPIAAAAAANzc3H9/f7S0tAAAAAAAAAAAAAAAACH5BAEAAAQALAAAAAB+ACgAAAj/AAkIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNKDABAo8ePIBty7BiypEmQAgCQPMmypcSUKV3KnKmQY4ABK2nqnMlRAAGcO4PKFODzZ06hSD+mDCAQqEacAAYkFaqyalWpFwMUFYB1Ks0BYMGmHMDUI1ivSZ1qvFkUQNGCHLseVIsWIl2MbJnebXrU4N66DG+WJBnVYGGFfwHPHPCWZEyCOMsSuEkWcl/FG8NqDlu28lkCXBl3BiAZ9MqUVd8mxvwQqlWrUnuq7Aq29GGBh3Fi1c2XdcbcOXEKKI1QrVq3BB+vlun69UXglokjjIu7sVyny307hD4Q+Xaf1HFf9yeplrJcuNJdmt9c2/DunLcZRn5cPTl58qGJFj9/sbnV5+8NFBlEUcXHm1EBEpATVz/9tBtZlQlEmYCCOZjeSdwZFRFqxKGmkmqO8ecWYz6ROGBc+inIIFEDzpRhig9NaBBlpVWo1YdlkSZQfk1JdZqPPUp4mUkRVvjThS0NuJJmQb4GpFH/YRSWdgV91qSAUzqooGFBruUkld1hpRVTyHGkpZb6jbnlZDoy9txwO+oI5o0q5TiSXg/GKedKI71FUYvigZnQkGjZJChChKYF06HFseaan4wy2lOklGpYKWtG9nYpZuHVtylmY4FV56eOpoYkqag+FBAAOw==)](http://www.dummies.com/wp-content/uploads/0130.gif)**
  + **Surface area:**SASphere = 4πr2

## COORDINATE GEOMETRY STUFF

* **Slope formula:** Given two points (x1, y1) and (x2, y2), the slope of the line that goes through the points is  
  **[![0131](data:image/gif;base64,R0lGODlhhgAsAPIAAAAAALS0tNzc3H9/fwAAAAAAAAAAAAAAACH5BAEAAAQALAAAAACGACwAAAj/AAkIHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3EggAACOIEOKdCggwMiTKFOqrBhAAMGSGmESbLmxZcmWJgcG2Oly5s6VBAHkFChUo8eZHzcCGABg6VECAppKHSAwqlQAPVc+7ZhUY1GiQzM27fl06cCoJpf2ZAqUa9WvXnOy5Qi37ICwboPiPRlV4FyGN3cK3nsXKty4OpNabfrT41XGbbGi9Zn15eDBBgNQ/Vu18sS6XTsybXpX6GXPKIUOoDrQdGGKHqN6fl0RtECaA5nGnon65GqsOoeGjhh19UunF20TYNpTgHG1foen9Mj6oHSIY1/eTD5062ipLhdn/2+7++CA3g/NZt4bETfUsIELCm7bunrB8xbLy2dPP7NLnlX9RFFJnBGEH2we8SdgfwkleJVzU8EGnUEHUgQZQgsyeJBj4V1YYEaOSSVShhreB5xhQxX4mFT8lbjQiheepBxYLtYY0owEHPbQZTz26OOPQPaI3kJBFnnaVjl2Jx2MOtr4Iowtghgajk5WSZFxb2WFpZVcSuSeTLcN2eWYZJZp5plopqnmmmyeKVtu9l205Zs1YcXYYV+ZBl5/WG6Z0Zt01mlaknoRxRiH9Mnmp0arBVpnVnjm1NRZTab0m5gDLhWnUVOGlaenUY5YKYZMIjSpqIW2JimoiWqK1IRXMl9X0HVedppqpPQ1eqJzVW36kKLVQShlUNUlSKOqbfXJmgCQZtphT3YOm5tTv62aqkpznniWr4Bp6yet7Q03GlWfXmsjryKB22ZM3Iq1Ll/tuvtuSGjNd+O89F42YpcBAQA7)](http://www.dummies.com/wp-content/uploads/0131.gif)**  
  It doesn’t matter which point is designated as (x1, y1) and which is designated as (x2, y2).
  + The slopes of parallel lines are equal.
  + The slopes of perpendicular lines are opposite reciprocals of each other.
* **Midpoint formula:** Given a segment with endpoints (x1, y1) and (x2, y2), the coordinates of its midpoint are  
  **[![0132](data:image/gif;base64,R0lGODlhzAAsAPIAAAAAANzc3H9/f7S0tAAAAAAAAAAAAAAAACH5BAEAAAQALAAAAADMACwAAAj/AAkIHEiwoMGDCBMqXEgwAMOHECNKnEixIgGHFjNqXBhAwMaPIEOKvOhxpMmIAkqeXMmyZQAAGFvKJDmzpk2NL2+u7Kizp0+GPH+CFBBTqFGhRI9mDHowwICGTx9GRTigaNWRVwc6hTj1YFaBWyEyVTpxQFeDAKK+LKoQgMIBbgWmNJmWYN2HcRHeFbgXL9mKeam6XRsx8MG6c03CHbgYouGCjQlE5nr2L8PHaOFWbrtQM+aPjV9u1vs2ruiyoy03VZkQLuvWZjXH1gtzZ1wBnwnGlm3WYE4CuCmOvSiTLcXeC3Gn1h077WzfAHJ/hHm6c/PdhwNUnxh4ecjXqDun/zWMnHRbzVpx97WYNrFdzufdS46eFD5w4yeHSyzftPZe9AlJN1dk9dWXUUq1pSeddMDhFlNQ+hUU1wDgsSSAd7AlRNh8AlHIH1oJuXfXVB8eB8BrMC0oHmvaDcRgXAnW9NtxqX0lWUwl6oZQWGBVZqBFcOEnnXdB7ljhe5PVtB5lQGJo0Y/sHcngQicaeRlwj/F4kZM2aklAlTQ2uRKUEzkVnHllUvhZhCAu+aVaMZ5n11lJMllRjhuRWdaJ+PF1J5+rOfamV4PFWRpjjxUZ3p1OSpRSbH2CNGWZzuHp4qCHASiVaUtqyld0oEbXlaUcRdokpC01GpFT2HHm5nxH7v94G2ae2qnarTK59apy3GnnZq1SbcbqbsQWa+yxyCaLWrLMNusssaT9Oh53FB5Za6ihjqoqrtxyh2lD/m2LYJ/AMkRqt+hSpOtZG0ZWJ2RgEspouga9S2+AX5JnFUYzChbpmYveC9akAn/JYWFUxvrtftsybONGBG+E6kqFmgrVjmpSaTFVDT/0UqgKr9oxpSBTLNfI8OrJWMgZ0lWfawV/+XK8InF6k8rmotwaeREflaS9GuXFJlYbtywT0PcizV5DRS/VNMdKsowuzSH1/Ne5HwEc80Ba17z1pS05+DXXhoKENbdWryr22B2VbbbORuG8FNUxvyT1k0+rdrZEdo88PfDdS/tt8EgnFhtz4dCKtDe3i5uLLagFw/V42vYJLrfg6F5+74aYF3xh5+nlDfpPn4/OmOim2/QwAQEBADs=)](http://www.dummies.com/wp-content/uploads/0132.gif)**  
  It doesn’t matter which point is (x1, y1) and which is(x2, y2).
* **Distance formula:** Given two points (x1, y1) and (x2, y2), the distance between the points is  
  **[![0133](data:image/gif;base64,R0lGODlhzAAgAPIAAAAAAH9/f7S0tNzc3AAAAAAAAAAAAAAAACH5BAEAAAQALAAAAADMACAAAAj/AAkIHEiwoMGDCBMqXMiwocOHECNKnEixYsMAAjJq3Mixo8ePIEOKHEmypMmTKEEOsChRAMuXMGPKnEmTYsaaOHPq3Mnz4M2eQIMKHbrQJdGXA34eXUog48qjAZhWFIBRAACpRAFkxHj0KlaJXpsa/cpTaVihUcnaHKsW6FmgSQuyVTvgacEBaS3OpWu3YIC+QJUSyNtW4N+7hCkmLnzYL2Cfj/Xa5VqYIAC7eF9SrjzwMsHGCgdonTlWNGeCVAVmZmn69MDUhiMbtEoz7GbXngHo1r3X4W3cK63ufiuXOMuwo10LTA6TuXLnCIX/BbCYpVGrjwPkFS1bovaB3BUG/zCukDz24gTDw6QN3nPC8QvHYxwPnfV14+HVw8zvPiH7h+YRp993MQ1YHWrkqUbda/Ul5VFDP+mGkHb6xURhf/7VVx5CEhqUXIUvfYihTxoadtZ/6X0E4VMdGiQagTO9eGBxvSVEXouWGbXgTMntqJBVNRLgHIrrdZYgjkUNNxyHCdLIkJJLGumTS+c1BCVvs1E5IolBOgdjig/e9RZy5GnXH15YVmQmYMYBCdGNbV7lY1O6gdaSnIkJJpCbHOY1Xm8OdnSXaGzlhaSCePn5lJ0QcQcjmly+ySSXZ6222kRAvsUngkFaNd+f1hE2FnxirqTeWHo6xB+LrRXX3UFlwrvJVl2dWZTmnlXNtiWCWhFJkXtx7YmhgQYx2hCxteoaUYCRHQrejFa2uZevPVGmFKERGdscrNA22mCJl06EbZYedotTa3OVOOGrtsIaJFh7fZmeufEdmKq6O42WZ5OO6SQgvxGhuFtk4YKlm2x6tkpUasTtWmxVArA7EXGpHmdXxQQQqhGm7+qJsVsFZ0wvRxK3hFhNIR8U6McW0fosVtoB+i5TM1cULGc18zSui5yVbPNpPvOkrXJEfxUQADs=)](http://www.dummies.com/wp-content/uploads/0133.gif)**  
  It doesn’t matter which point is (x1, y1) and which is (x2, y2).
* **Equations of a line:**
  + **Slope-intercept form:** y = mx + b, where m is the slope and b is the y-intercept
  + **Point-slope form:** y – y1 = m(x – x1), where m is the slope and (x1, y1) is a point on the line
  + **Horizontal line:**y = b, where b is the y-intercept
  + **Vertical line:**x = a, where a is the x-intercept
* **Equation of a circle:** (x – h)2 + (y – k)2 = r2, where (h, k) is the center of the circle and r is its radius

// define x, y as real(), imag()

**//Use Complex class from FFT**

typedef complex<double> point;

#define x real()

#define y imag()

// sample program

int main() {

point a = 2;

point b(3, 7);

cout << a << ' ' << b << endl; // (2, 0) (3, 7)

cout << a + b << endl; // (5, 7)

}

Oh goodie! We can use std:cout for debugging! We can also add points as vectors without having to define operator+. Nifty. And apparently, we can overall add points, subtract points, do scalar multiplication **without defining any operator**. Very nifty indeed.

#### **Example**

point a(3, 2), b(2, -7);

// vector addition and subtraction

cout << a + b << endl; // (5,-5)

cout << a - b << endl; // (1,9)

// scalar multiplication

cout << 3.0 \* a << endl; // (9,6)

cout << a / 5.0 << endl; // (0.6,0.4)

#### **Functions using std::complex**

What else can we do with complex numbers? Well, there's a lot that is really easy to code.

1. Vector addition: a + b
2. Scalar multiplication: r \* a
3. Dot product: (conj(a) \* b).x
4. Cross product: (conj(a) \* b).y   
   **notice**: *conj(a) \* b = (ax\*bx + ay\*by) + i (ax\*by — ay\*bx)*
5. Squared distance: norm(a - b)
6. Euclidean distance: abs(a - b)
7. Angle of elevation: arg(b - a)
8. Slope of line (a, b): tan(arg(b - a))
9. Polar to cartesian: polar(r, theta)
10. Cartesian to polar: point(abs(p), arg(p))
11. Rotation about the origin: a \* polar(1.0, theta)
12. Rotation about pivot p: (a-p) \* polar(1.0, theta) + p   
    **UPD**: added more useful functions
13. Angle ABC: abs(remainder(arg(a-b) - arg(c-b), 2.0 \* M\_PI))   
    [remainder](http://www.cplusplus.com/reference/cmath/remainder/) normalizes the angle to be between [-PI, PI]. Thus, we can get the positive non-reflex angle by taking its abs value.
14. Project p onto vector v: v \* dot(p, v) / norm(v);
15. Project p onto line (a, b): a + (b - a) \* dot(p - a, b - a) / norm(b - a)
16. Reflect p across line (a, b): a + conj((p - a) / (b - a)) \* (b - a)
17. Intersection of line (a, b) and (p, q):

point intersection(point a, point b, point p, point q) {

double c1 = cross(p - a, b - a), c2 = cross(q - a, b - a);

return (c1 \* q - c2 \* p) / (c1 - c2); // undefined if parallel

}